Knowledge is not one man's Entity
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**Introduction**

*“Enhance Your UNIX and Linux Life with Sed and Awk”*

If you are a developer, or system administrator, or database administrator, or IT manager, or just someone who spends a significant amount of time on UNIX / Linux, you should become proficient in Sed and Awk.

Sed and Awk are two great utilities that can solve a lot of complex tasks quickly with only a few lines of code--in most cases, with just a single line of code.

This book explains the following:

* Chapters 1 – 7 cover sed. Chapters 8 – 13 cover awk.
* Chapters 1 - 5 explain various sed commands, including the powerful sed substitute command, regular expressions, and different methods to execute sed commands.
* Chapters 6 and 7 describe sed hold space and pattern space, sed multi-line commands, and sed loops. Clear examples are included.
* Chapters 8 – 11 cover various awk programming language components, with examples and built-in variables.
* Chapters 12 and 13 explain the powerful awk associative array, plus additional built-in awk functions and commands with clear examples.

A note on the examples: Most examples are identified in the following way.

**Example Description**

Lines of code for you to type, with the result you will see on screen.

Any additional clarification or discussion will appear below the code section in plain text.

Also please note that commands should be typed on one line. If you copy and paste, be sure that command is pasted as a single line.

# Chapter 1: Sed Syntax and Basic Commands

For all sed examples, we'll be using the following employee.txt file. Please create this text file to try out the commands given in this book.

$ vi employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

The above employee database contains the following fields for every record:

* Employee Id
* Employee Name
* Title

Sed stands for Stream Editor. It is very powerful tool to manipulate, filter, and transform text. Sed can take input from a file, or from a pipe. You might even have several sed one line commands in your bash startup file that you use for various scenarios without exactly understanding the sed scripts.

For beginners, sed script might look cryptic. Once you understand the sed commands in detail, you'll be able to solve a lot of complex text manipulation problems by writing a quick sed script.

In this book, I've explained all sed commands and provided easy-to- understand examples.

## Sed Command Syntax

The purpose of this section is to get you familiarized with sed syntax and command structure. This is not meant to explain the individual sed commands, which are covered in detail later.

**Basic sed syntax:**

sed [options] {sed-commands} {input-file}

Sed reads one line at a time from the {input-file} and executes the

{sed-commands} on that particular line.

It reads the 1st line from the {input-file} and executes the {sed- commands} on the 1st line. Then it reads the 2nd line from the

{input-file} and executes the {sed-commands} on the 2nd line. Sed repeats this process until it reaches the end of the {input-file}.

There are also a few optional command line options that can be passed to sed as indicated by [options].

The following example demonstrates the basic sed syntax. This simple sed example prints all the lines from the /etc/passwd file.

sed -n 'p' /etc/passwd

The main focus here is on the {sed-commands}, which can be either a single sed command or multiple sed commands. You can also combine multiple sed-commands in a file and call the sed script file using the -f option as shown below.

**Basic sed syntax for use with sed-command file:**

sed [options] -f {sed-commands-in-a-file} {input-file}

The following example demonstrates the basic syntax. This example prints lines beginning with root and nobody from the /etc/passwd file.

$ vi test-script.sed

/^root/ p

/^nobody/ p

$ sed -n -f test-script.sed /etc/passwd

While executing multiple sed commands, you can also directly specify them in the command line using -e as shown below.

**Basic sed syntax using -e:**

sed [options] -e {sed-command-1} -e {sed-command-2}

{input-file}

The following example demonstrates the basic syntax. This prints lines beginning with root and nobody from /etc/passwd file:

sed -n -e '/^root/ p' -e '/^nobody/ p' /etc/passwd

If you are executing a lot of commands in a single line using several

-e arguments, you can split them into multiple lines using a back slash as shown below.

sed -n \

-e '/^root/ p' \

-e '/^nobody/ p' \

/etc/passwd

You can also execute multiple sed commands in the command line by grouping them together using { }:

**Basic sed syntax using { }:**

sed [options] '{ sed-command-1 sed-command-2

}' input-file

The following example demonstrates this version of the basic syntax. This also prints lines beginning with root and nobody from

/etc/passwd file.

sed -n '{

/^root/ p

/^nobody/ p

}' /etc/passwd

Note: Sed never modifies the original file. It always prints the output to stdout. If you want to save the changes, you should redirect the output to a file by explicitly specifying > filename.txt.

## Sed Scripting Flow

Sed scripting follows the easily remembered sequence Read, Execute, Print, Repeat. Use the simple REPR acronym to remember sed execution flow.

We look at the steps in this sequence. Sed will:

* + **Read** a line into the pattern space (an internal temporary sed buffer, where it places the line it reads from the input file).
  + **Execute** the sed command on the line in the sed pattern space. If there are more than one sed commands available, either via a sed script, -e options, or { }, it executes all the sed commands one by one in sequence on the line that is currently in the pattern space.
  + **Print** the line from the pattern space. After printing this line, the sed pattern space will be empty.
  + **Repeat** this again until the end of the input file is reached.

![](data:image/jpeg;base64,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)

**Fig**: Illustration of SED execution flow

## Print Pattern Space (p command)

Using the sed p command, you can print the current pattern space.

You may wonder why you would need the p command, since by default sed prints the pattern buffer after executing its commands.

There are reasons, as you will see; the command allows you to specifically control what is printed to stdout. Usually when p is used you will use the -n option to suppress the the default printing that happens as part of the standard sed flow. Otherwise, when execute p (print) as one of the commands, the line will be printed twice.

**The following example prints every line of employee.txt twice:**

$ sed 'p' employee.txt 101,John Doe,CEO 101,John Doe,CEO

102,Jason Smith,IT Manager 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 104,Anand Ram,Developer 105,Jane Miller,Sales Manager 105,Jane Miller,Sales Manager

**Print each line once (functionally the same as 'cat employee.txt'):**

$ sed -n 'p' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

#### Specifying an Address Range

If you don't specify an address range before the sed command, by default it matches all the lines. The following are some examples of specifying an address range before the sed command.

**Print only the 2nd line:**

$ sed -n '2 p' employee.txt 102,Jason Smith,IT Manager

**Print from line 1 through line 4:**

$ sed -n '1,4 p' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

**Print from line 2 through the last line ($ represents the last line):**

$ sed -n '2,$ p' employee.txt 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

#### Modify Address Range

You can modify address range using comma, plus, and tilde.

In the examples above, we saw the use of the comma (,) as part of an address range specification. Its meaning is clear: n,m indicates n through m.

The plus (+) may be used in conjunction with the comma, to specify a number of lines instead of an absolute line number. For example, n,

+m means the m lines starting with n.

The tilde (~) may also be used in an address range. Its special meaning is to skip lines between commands. For example, address range n~m indicates that sed should start at the nth line and pick up every mth line from there.

• 1~2 matches 1,3,5,7, etc.

• 2~2 matches 2,4,6,8, etc.

• 1~3 matches 1,4,7,10, etc.

• 2~3 matches 2,5,8,11, etc.

**Print only odd numbered lines:**

$ sed -n '1~2 p' employee.txt 101,John Doe,CEO

103,Raj Reddy,Sysadmin 105,Jane Miller,Sales Manager

#### Pattern Matching

Just as you can specify a numbered address (or address range), you can also specify a pattern (or pattern range) to match, as shown in the next few examples.

**Print lines matching the pattern “Jane”:**

$ sed -n '/Jane/ p' employee.txt 105,Jane Miller,Sales Manager

**Print lines starting from the 1st match of "Jason" until the 4th line:**

$ sed -n '/Jason/,4 p' employee.txt 102,Jason Smith,IT Manager

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

Note: If there were no matches for "Jason" in the 1st 4 lines, this command would print the lines that match "Jason" after the 4th line.

**Print lines starting from the 1st match of "Raj" until the last line:**

$ sed -n '/Raj/,$ p' employee.txt 103,Raj Reddy,Sysadmin

104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Print lines starting from the line matching "Raj" until the line matching "Jane":**

$ sed -n '/Raj/,/Jane/ p' employee.txt 103,Raj Reddy,Sysadmin

104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Print the line matching "Jason" and 2 lines immediately after that:**

$ sed -n '/Jason/,+2 p' employee.txt 102,Jason Smith,IT Manager

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

## Delete Lines (d command)

Using the sed d command, you can delete lines. Please note that the lines are only deleted from the output stream. Just like any other sed command, the d command doesn't modify the content of the original input file.

By default if you don't specify any address range before the sed command, it matches all the lines. So, the following example will not print anything, as it matches all the lines in the employee.txt and deletes them.

sed 'd' employee.txt

It's more useful to specify an address range to be deleted. The following are some examples:

**Delete only the 2nd line:**

$ sed '2 d' employee.txt 101,John Doe,CEO

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Delete from line 1 through 4:**

$ sed '1,4 d' employee.txt 105,Jane Miller,Sales Manager

**Delete from line 2 through the last line:**

$ sed '2,$ d' employee.txt 101,John Doe,CEO

**Delete only odd number of lines:**

$ sed '1~2 d' employee.txt 102,Jason Smith,IT Manager 104,Anand Ram,Developer

**Delete lines matching the pattern "Manager":**

$ sed '/Manager/ d' employee.txt 101,John Doe,CEO

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

**Delete lines starting from the 1st match of "Jason" until the 4th line:**

$ sed '/Jason/,4 d' employee.txt 101,John Doe,CEO

105,Jane Miller,Sales Manager

If there are no matches for "Jason" in the 1st 4 lines, this command deletes only the lines that match "Jason" after the 4th line.

**Delete lines starting from the 1st match of "Raj" until the last line:**

$ sed '/Raj/,$ d' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager

**Delete lines starting from the line matching "Raj" until the line matching "Jane":**

$ sed '/Raj/,/Jane/ d' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager

**Delete lines starting from the line matching "Jason" and 2 lines immediately after that:**

$ sed '/Jason/,+2 d' employee.txt 101,John Doe,CEO

105,Jane Miller,Sales Manager

#### Useful Delete Examples

The following examples are very helpful in actual day-to-day operations.

**Delete all the empty lines from a file:**

sed '/^$/ d' employee.txt

**Delete all comment lines (assuming the comment starts with**

**#):**

sed '/^#/ d' employee.txt

Note: When you have multiple sed commands, the moment sed encounters the 'd' command, the whole line matching the pattern will be deleted, and no further commands will be executed on the deleted line.

## Write Pattern Space to File (w command)

Using the sed w command, you can write the current pattern space to a file. By default as per the sed standard flow, the pattern space will be printed to stdout, so if you want output to file but not screen you should also use the sed option -n.

The following are some examples.

**Write the content of employee.txt file to file output.txt (and display on screen):**

$ sed 'w output.txt' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

$ cat output.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Write the content of employee.txt file to output.txt file but not to screen:**

$ sed -n 'w output.txt' employee.txt

$ cat output.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Write only the 2nd line:**

$ sed -n '2 w output.txt' employee.txt

$ cat output.txt

102,Jason Smith,IT Manager

**Write lines 1 through 4:**

$ sed -n '1,4 w output.txt' employee.txt

$ cat output.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

**Write from line 2 through the last line:**

$ sed -n '2,$ w output.txt' employee.txt

$ cat output.txt

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Write only odd numbered lines:**

$ sed -n '1~2 w output.txt' employee.txt

$ cat output.txt 101,John Doe,CEO 103,Raj Reddy,Sysadmin

105,Jane Miller,Sales Manager

**Write lines matching the pattern "Jane":**

$ sed -n '/Jane/ w output.txt' employee.txt

$ cat output.txt

105,Jane Miller,Sales Manager

**Write lines starting from the 1st match of "Jason" until the 4th line:**

$ sed -n '/Jason/,4 w output.txt' employee.txt

$ cat output.txt

102,Jason Smith,IT Manager

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

If there are no matches for "Jason" in the 1st 4 lines, this command writes only the lines that match "Jason" after the 4th line.

**Write lines starting from the 1st match of "Raj" until the last line:**

$ sed -n '/Raj/,$ w output.txt' employee.txt

$ cat output.txt 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

105,Jane Miller,Sales Manager

**Write lines starting from the line matching "Raj" until the line matching "Jane":**

$ sed -n '/Raj/,/Jane/ w output.txt' employee.txt

$ cat output.txt 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

105,Jane Miller,Sales Manager

**Write the line matching "Jason" and the next 2 lines immediately after that:**

$ sed -n '/Jason/,+2 w output.txt' employee.txt

$ cat output.txt

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

Note: You might not use the w command frequently. Most people use UNIX output redirection, instead, to store the output of sed to a file. For example: sed 'p' employee.txt > output.txt

# Chapter 2. Sed Substitute Command

The most powerful command in the stream editor is **s**ubstitute. It has such power and so many options that we give it a whole chapter.

## Sed Substitute Command Syntax

sed '[address-range|pattern-range] s/original- string/replacement-string/[substitute-flags]' inputfile

In the above sed substitute command syntax:

* + address-range or pattern-range is optional. If you don't specify one, sed will execute the substitute command on all lines.
  + s – tells Sed to execute the substitute command
  + original-string – this is the string to be searched for in the input file. The original-string can also be a regular expression.
  + replacement-string – Sed will replace original-string with this string.
  + substitute-flags are optional. More on this in the next section.

Remember that *the original file is not changed;* the substitution takes place in the pattern space buffer which is then printed to stdout.

The following are couple of simple sed substitute examples (changes shown in **bold**).

**Replace all occurrences of Manager with Director:**

$ sed 's/Manager/Director/' employee.txt 101,John Doe,CEO

102,Jason Smith,IT **Director**

103,Raj Reddy,Sysadmin

104,Anand Ram,Developer 105,Jane Miller,Sales **Director**

**Replace Manager with Director only on lines that contain the keyword 'Sales':**

$ sed '/Sales/s/Manager/Director/' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales **Director**

Note that the use of the address range caused just one change rather than the two shown in the previous example.

## Global Flag (g flag)

Sed substitute flag g stands for global. By default sed substitute command will replace only the 1st occurrence of the {original-string} on each line. If you want to change all the occurrences of the

{original-string} in the line to the {replacement-string}, you should use the global flag g.

**Replace the 1st occurrence of lower case a with upper case A:**

$ sed 's/a/A/' employee.txt 101,John Doe,CEO

102,J**A**son Smith,IT Manager 103,R**A**j Reddy,Sysadmin 104,An**A**nd Ram,Developer 105,J**A**ne Miller,Sales Manager

**Replace all occurrences of lower case a with upper case A:**

$ sed 's/a/A/g' employee.txt 101,John Doe,CEO

102,J**A**son Smith,IT M**A**n**A**ger 103,R**A**j Reddy,Sys**A**dmin

104,An**A**nd R**A**m,Developer 105,J**A**ne Miller,S**A**les M**A**n**A**ger

Note: these examples were applied to the entire file because no address range was specified.

## Number Flag (1,2,3.. flag)

Use the number flag to specify a specific occurrence of the original- string. Only the n-th instance of original-string will trigger the substitution. Counting starts over on each line, and n can be anything from 1 to 512.

For example, /11 will replace only the 11th occurrence of the original- string in a line.

The following are few examples.

**Replace the 2nd occurrence of lower case a to upper case A:**

$ sed 's/a/A/2' employee.txt 101,John Doe,CEO

102,Jason Smith,IT M**A**nager 103,Raj Reddy,Sys**A**dmin 104,Anand R**A**m,Developer 105,Jane Miller,S**A**les Manager

**For this example, create the following file with three lines:**

$ vi substitute-locate.txt

locate command is used to locate files locate command uses database to locate files

locate command can also use regex for searching

**In the file you just created, change only the 2nd occurrence of locate to find:**

$ sed 's/locate/find/2' substitute-locate.txt locate command is used to **find** files

locate command uses database to **find** files

locate command can also use regex for searching

Note: On line 3 in the above example, there is only one "locate" in the original substitute-locate.txt file. So, nothing is changed on line 3.

## Print Flag (p flag)

The sed substitute flag p stands for print. When the substitution is successful, it prints the changed line. Like most print commands in sed, it is most useful when combined with the -n option to suppress default printing of all lines.

**Print only the line that was changed by the substitute command:**

$ sed -n 's/John/Johnny/p' employee.txt 101,Johnny Doe,CEO

In our number flag example, we used /2 to change the 2nd occurrence of "locate" to "find". On line 3 of locate.txt there is no 2nd occurrence and substitution never happened on that line. Adding the p flag to the command we used before will print the two lines that did change.

**Change the 2nd instance of “locate” to “find” and print the result:**

$ sed -n 's/locate/find/2p' substitute-locate.txt locate command is used to **find** files

locate command uses database to **find** files

## Write Flag (w flag)

The sed substitute flag w stands for write. When the substitution is successful, it writes the changed line to a file. Most people use the p flag instead, and redirect the output to a file. We include this command for completeness.

**Write only the line that was changed by the substitute command to output.txt:**

$ sed -n 's/John/Johnny/w output.txt' employee.txt

$ cat output.txt 101,Johnny Doe,CEO

Just as we showed for the p command, adding w to our example with the substitute-locate.txt file will send the two lines that were changed to the output file.

**Change the 2nd instance of “locate” to “find”,write the result to a file, print all lines:**

$ sed 's/locate/find/2w output.txt' substitute- locate.txt

locate command is used to **find** files locate command uses database to **find** files

locate command can also use regex for searching

$ cat output.txt

locate command is used to find files locate command uses database to find files

## Ignore Case Flag (i flag)

The sed substitute flag i stands for ignore case. You can use the i flag to match the original-string in a case-insensitive manner. This is available only in GNU Sed.

In the following example Sed will not replace "John" with "Johnny", as the original-string was given in lower case "john".

**Replace “john” with Johnny:**

$ sed 's/john/Johnny/' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Replace “john” or “John” with Johnny:**

$ sed 's/john/Johnny/i' employee.txt 101,**Johnny** Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

## Execute Flag (e flag)

The sed substitute flag e stands for execute. Using the sed e flag, you can execute whatever is available in the pattern space as a shell command, and the output will be returned to the pattern space. This is available only in the GNU sed.

The following are few examples.

**For these examples create the following files.txt that contains a list of filenames with their full path:**

$ cat files.txt

/etc/passwd

/etc/group

**Add the text "ls -l " in front of every line in the files.txt and print the output:**

$ sed 's/^/ls -l /' files.txt ls -l /etc/passwd

ls -l /etc/group

**Add the text "ls -l " in front of every line in the files.txt and execute the output:**

$ sed 's/^/ls -l /e' files.txt

-rw-r--r-- 1 root root 1547 Oct 27 08:11 /etc/passwd

-rw-r--r-- 1 root root 651 Oct 27 08:11 /etc/group

## Combine Sed Substitution Flags

You can combine one or more substitute flags as required.

The following example will replace all occurrences of "Manager" or "manager" to "Director". This will also print only the line that was changed by the substitute command to the screen, and write the same information to the output.txt file.

**Combine g,i,p and w flags:**

$ sed -n 's/Manager/Director/gipw output.txt' employee.txt

102,Jason Smith,IT Director 105,Jane Miller,Sales Director

$ cat output.txt

102,Jason Smith,IT Director 105,Jane Miller,Sales Director

## Sed Substitution Delimiter

In all the above sed examples, we used the default sed delimiter /.

i.e. s/original-string/replacement-string/ When there is a slash / in the original-string or the replacement-string, we need to escape it using \. For this example create a path.txt file which contains a directory path as shown below.

$ vi path.txt

reading /usr/local/bin directory

Now, let us change /usr/local/bin to /usr/bin using the sed substitute command. In this sed substitution example, the delimiter path delimiter ‘/’ was escaped using back slash '\' in the original-string and the replacement-string.

$ sed 's/\/usr\/local\/bin/\/usr\/bin/' path.txt reading /usr/bin directory

Ugly isn't it? When you are trying to replace a long path name, it might be very confusing to use all those escape characters '\'.

Fortunately, you can use any character as substitution delimiter. For example, | or ^ or @ or !.

All of the following are valid and easy to read. I have not shown the output of the commands since they all produce exactly the same result. I prefer to use @ (or !) symbol when replacing a directory path but it is your personal choice.

sed 's|/usr/local/bin|/usr/bin|' path.txt sed 's^/usr/local/bin^/usr/bin^' path.txt sed 's@/usr/local/bin@/usr/bin@' path.txt sed 's!/usr/local/bin!/usr/bin!' path.txt

## Multiple Substitute Commands Affecting the Same Line

As we discussed earlier, the sed execution flow is Read, Execute, Print, Repeat. The Execute portion, as we mentioned, may consist of multiple sed commands, which sed will execute one-by-one.

For example, if you have two sed commands, sed will execute command-1 on the pattern space, then execute command-2 on the pattern space. If command-1 changed something in the pattern space, command-2 will be executed on the newly changed pattern space (and not the original line that was Read).

The following example demonstrates the execution of two sed substitute commands on the pattern space.

**Change Developer to IT Manager, then change Manager to Director:**

$ sed '{

s/Developer/IT Manager/ s/Manager/Director/

}' employee.txt 101,John Doe,CEO

102,Jason Smith,IT **Director** 103,Raj Reddy,Sysadmin 104,Anand Ram,**IT Director** 105,Jane Miller,Sales **Director**

Let us analyze the sed execution flow for line 4 in the example.

1. **Read:** At this stage, Sed reads the line and puts it in the pattern space. So, the following is the content of the pattern space.

104,Anand Ram,Developer

1. **Execute:** Sed executes the 1st sed command on the pattern space, which is s/Developer/IT Manager/. So, after this command, the following is the content of the pattern space.

104,Anand Ram,IT Manager

Now, sed executes the 2nd sed command on the pattern space, which is s/Manager/Director/. After this command, the following is the content of the pattern space.

104,Anand Ram,IT Director

Remember: Sed executes the 2nd command *on the content of the current pattern space after execution of the first command.*

1. **Print:** It prints the content of the current pattern space, which is the following.

104,Anand Ram,IT Director

1. **Repeat:** It moves on to the next line and repeats from step#1.

## Power of & - Get Matched Pattern

When & is used in the replacement-string, it replaces it with whatever text matched the original-string or the regular-expression. This is very powerful and useful.

The following are few examples.

**Enclose the employee id (the 1st three numbers) between [ and**

**], i.e. 101 becomes [101], 102 becomes [102], etc.**

$ sed 's/^[0-9][0-9][0-9]/[&]/g' employee.txt

**[**101**]**,John Doe,CEO

**[**102**]**,Jason Smith,IT Manager **[**103**]**,Raj Reddy,Sysadmin **[**104**]**,Anand Ram,Developer **[**105**]**,Jane Miller,Sales Manager

**Enclose the whole input line between < and >**

$ sed 's/^.\*/<&>/' employee.txt

**<**101,John Doe,CEO**>**

**<**102,Jason Smith,IT Manager**>**

**<**103,Raj Reddy,Sysadmin**>**

**<**104,Anand Ram,Developer**>**

**<**105,Jane Miller,Sales Manager**>**

## Substitution Grouping (Single Group)

Grouping can be used in sed just like in a normal regular expression. A group is opened with “\(” and closed with “\)”. Grouping can be used in combination with back-referencing.

A back-reference is the re-use of a part of a regular expression selected by grouping. Back-references in sed can be used in both a regular expression and in the replacement part of the substitute command.

##### Single grouping:

$ sed 's/\([^,]\*\).\*/\1/g' employee.txt 101

102

103

104

105

In the above example:

* + Regular expression \([^,]\*\) matches the string up to the 1st comma.
  + \1 in the replacement-string replaces the first matched group.
  + g is the global substitute flag.

**This sed example displays only the first field from the**

**/etc/passwd file, i.e. it displays only the username:**

sed 's/\([^:]\*\).\*/\1/' /etc/passwd

**The following example encloses the 1st letter in every word inside (), if the 1st character is upper case.**

$ echo "The Geek Stuff" | sed 's/\(\b[A-Z]\)/\(\1\)/g' (T)he (G)eek (S)tuff

For the next example create a numbers.txt sample file as shown below.

$ vi numbers.txt 1

12

123

1234

12345

123456

**Commify numbers, i.e. insert commas to make them more readable:**

$ sed 's/\(^\|[^0-9.]\)\([0-9]\+\)\([0-9]\

{3\}\)/\1\2,\3/g' numbers.txt 1

12

123

1,234

12,345

123,456

The above command should be executed in a single line as shown below.

sed 's/\(^\|[^0-9.]\)\([0-9]\+\)\([0-9]\{3\}\)/\1\2,\3/g' numbers.txt

## Substitution Grouping (Multiple Group)

In multi grouping, you can have multiple groups enclosed in multiple “\(” and “\)”. When you have multiple groups in the substitute regular expression, you can use \n to specify the nth group in the sed replacement string. An example is shown below.

**Get only the 1st column (employee id) and the 3rd column (title):**

$ sed 's/\([^,]\*\),\([^,]\*\),\([^,]\*\).\*/\1,\3/g' employee.txt

101,CEO

102,IT Manager 103,Sysadmin 104,Developer 105,Sales Manager

The above command should be executed in a single line as shown below.

sed 's/\([^,]\*\),\([^,]\*\),\([^,]\*\).\*/\1,\3/g' employee.txt

In the above example, you can see three groups mentioned in the original-string (reg-ex). These three groups are separated by commas.

* + ([^,]\*\) is group 1 that matches the employee id
  + , is the field separator after group 1
  + ([^,]\*\) is group 2 that matches the employee name
  + , is the field separator after group 2
  + ([^,]\*\) is group 3 that matches the employee title
  + , is the field separator after group 3 The replacement-string section of the above example indicates how these groups should be used.
  + \1 is to print group 1 (employee id)
  + , is to print a comma after printing group 1
  + \3 is to print group 1 (title)

Note: Sed can hold a maximum of 9 groups referenced using \1 through \9

**Swap field 1 (employee id) with field 2 (employee name); print the employee.txt file:**

$ sed 's/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\2,\1,\3/g' employee.txt

John Doe,101,CEO

Jason Smith,102,IT Manager Raj Reddy,103,Sysadmin Anand Ram,104,Developer

Jane Miller,105,Sales Manager

The above command should be executed in a single line as shown below.

sed 's/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\2,\1,\3/g' employee.txt

## Gnu Sed Only Replacement String Flags

These flags are available only in GNU version of sed. They can be used in the replacement-string part of the sed substitute command.

#### \l replacement string flag

When you specify \l in the replacement-string part, it treats the character that immediately follows \l as lower case. You already know the following simple example will change John to JOHNNY.

sed 's/John/JOHNNY/' employee.txt

The following example contains \l before H in the replacement-string (i.e. JO\lHNNY). This will change only the character h in JOHNNY to lower case.

**Change John to JOhNNY:**

$ sed -n 's/John/JO\lHNNY/p' employee.txt 101,JO**h**NNY Doe,CEO

#### \L replacement string flag

When you specify \L in the replacement-string part, it treats the rest of the characters as lower case.

The following example contains \L before H in the replacement-string (i.e. JO\lHNNY). This will change the rest of the characters from h to lower case.

**Change Johnny to JOhnny:**

$ sed -n 's/John/JO\LHNNY/p' employee.txt 101,JO**hnny** Doe,CEO

#### \u replacement string flag

Just like \l, but for upper case. When you specify \l in the replacement-string part, it treats the character that immediately

follows \u as upper case. The following example contains \u before h in the replacement-string (i.e. jo\uhnny). This will change only the character h in johnny to upper case.

**Change John to joHnny:**

$ sed -n 's/John/jo\uhnny/p' employee.txt 101,jo**H**nny Doe,CEO

#### \U replacement string flag

When you specify \U in the replacement-string part, it treats the rest of the characters as upper case. The following example contains \U before h in the replacement-string (i.e. jo\Uhnny). This will change the rest of the characters from h in johnny to upper case.

**Change John to joHNNY:**

$ sed -n 's/John/jo\Uhnny/p' employee.txt 101,jo**HNNY** Doe,CEO

#### \E replacement string flag

This should be used in conjunction with either \L or \U. This stops the conversion initiated by either \L or \U. The following example prints the whole replacement string "Johnny Boy" in upper case, as we have

\U at the beginning of the replacement-string.

**Change John to JOHNNY BOY:**

$ sed -n 's/John/\UJohnny Boy/p' employee.txt 101,**JOHNNY BOY** Doe,CEO

**Change John to JOHNNY Boy:**

$ sed -n 's/John/\UJohnny\E Boy/p' employee.txt 101,**JOHNNY** Boy Doe,CEO

The above example prints only "Johnny" in the upper case, as we have \E immediately after "Johnny" in the replacement-string.

#### Replacement String Flag Usages

The above static examples are shown only to understand how these switches works. However, the flags don't have much value when used with static values, as you can just type the static values in the exact case needed.

The flags are quite useful when combined with grouping. In the previous example we learned how to swap field 1 with field 3 using grouping. You can convert a whole grouping to either upper or lower case using these switches.

**Employee name in all upper case, and title in all lower case:**

$ sed 's/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\U\2\E,\1,\L\3/g' employee.txt

JOHN DOE,101,ceo

JASON SMITH,102,it manager RAJ REDDY,103,sysadmin ANAND RAM,104,developer

JANE MILLER,105,sales manager

The above command should be executed in a single line as shown below.

sed 's/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\U\2\E,\1,\L\3/g' employee.txt

In the above example, in the replacement-string, we have the following:

* + \U\2\E - This indicates that this field, which is the 2nd group (employee name), should be converted to upper case. \U start the upper case conversion, and \E stops it.
  + \L\3 - This indicates that this field, which is 3rd group (title), should be converted to lower case. \L starts the lower case conversion for rest of the characters.

# Chapter 3. Regular Expressions

## Regular Expression Fundamentals

Regular expressions (or regex) are used in many \*nix commands, including sed.

#### Beginning of line ( ^ )

The Caret Symbol ^ matches at the start of a line.

**Display lines which start with 103:**

$ sed -n '/^103/ p' employee.txt 103,Raj Reddy,Sysadmin

Note that ^ matches the expression at the beginning of a line, only if it is the first character in a regular expression. In this example, ^N matches all the lines that begins with N.

#### End of line ( $)

The dollar symbol $ matches the end of a line.

**Display lines which end with the letter r:**

$ sed -n '/r$/ p' employee.txt 102,Jason Smith,IT Manager 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

#### Single Character (.)

The special meta-character “.” (dot) matches any character except the end of the line character.

* + . matches single character
  + .. matches two characters
  + ... matches three characters
  + etc.

In the following example, the pattern "J followed by three characters and a space" will be replaced with "Jason followed by a space".

So, "J... " matches both "John " and "Jane " from employee.txt, and these two lines are replaced accordingly as shown below.

$ sed -n 's/J... /Jason /p' employee.txt 101,Jason Doe,CEO

105,Jason Miller,Sales Manager

#### Zero or more Occurrences (\*)

The special character “\*” (star) matches zero or more occurrences of the previous character. For example, the pattern ’1\*’ matches zero or more ’1'.

**For this example create the following log.txt file:**

$ vi log.txt

log: Input Validated log:

log: testing resumed log:

log:output created

Suppose you would like to view only the lines that contain "log:" followed by a message. The message might immediately follow the log: or might have some spaces. You don't want to view the lines that contain "log:" without anything.

**Display all the lines that contain "log:" followed by one or more spaces followed by a character:**

$ sed -n '/log: \*./ p' log.txt log: Input Validated

log: testing resumed

log:output created

Note: In the above example the dot at the end is necessary. If not included, sed will also print all the lines containing "log:" only.

#### One or more Occurrence (\+)

The special character “\+” matches one or more occurrence of the previous character. For example, a space before “\+”, i.e ” \+” matches at least one or more space character.

Let us use the same log.txt as an example file.

**Display all the lines that contain "log:" followed by one or more spaces:**

$ sed -n '/log: \+/ p' log.txt log: Input Validated

log: testing resumed

Note: In addition to not matching the "log:" only lines, the above example also didn't match the line "log:output created", as there is no space after "log:" in this line.

#### Zero or one Occurrence (\?)

The special character “?” matches zero or one occurrences of the previous character as shown below.

$ sed -n '/log: \?/ p' log.txt log: Input Validated

log:

log: testing resumed log:

log:output created

#### Escaping the Special Character (\)

If you want to search for special characters (for example: \* , dot) in the content you have to escape the special character in the regular expression.

$ sed -n '/127\.0\.0\.1/ p' /etc/hosts

127.0.0.1 localhost.localdomain localhost

#### Character Class ([0-9])

The character class is nothing but a list of characters mentioned within a square bracket; this is used to match only one out of several characters.

**Match any line that contains 2 or 3 or 4:**

$ sed -n '/[234]/ p' employee.txt 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin

104,Anand Ram,Developer

Within the square bracket, you can use a hyphen you can specify a range of characters. For example, [0123456789] can be represented by [0-9], and alphabetic ranges can be specified such as [a-z],[A-Z] etc.

**Match any line that contains 2 or 3 or 4 (alternate form):**

$ sed -n '/[2-4]/ p' employee.txt 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin

104,Anand Ram,Developer

## Additional Regular Expressions

#### OR Operation (|)

The pipe character (|) is used to specify that either of two whole subexpressions could occur in a position. “subexpression1| subexpression2” matches either subexpression1 or subexpression2.

**Print lines containing either 101 or 102:**

$ sed -n '/101\|102/ p' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager

Please note that the | symbol is escaped with a /.

**Print lines that contain a character from 2 to 3 or that contain the string 105:**

$ sed -n '/[2-3]\|105/ p' employee.txt 102,Jason Smith,IT Manager

103,Raj Reddy,Sysadmin 105,Jane Miller,Sales Manager

#### Exactly M Occurrences ({m})

A Regular expression followed by {m} matches exactly m occurrences of the preceding expression.

For this example create the following numbers.txt file.

$ vi numbers.txt 1

12

123

1234

12345

123456

**Print lines that contain any digit (will print all lines):**

$ sed -n '/[0-9]/ p' numbers.txt 1

12

123

1234

12345

123456

**Print lines consisting of exactly 5 digits:**

$ sed -n '/^[0-9]\{5\}$/ p' numbers.txt 12345

#### M to N Occurrences ({m,n})

A regular expression followed by {m,n} indicates that the preceding item must match at least m times, but not more than n times. The values of m and n must be non-negative and smaller than 255.

**Print lines consisting of at least 3 but not more than 5 digits:**

$ sed -n '/^[0-9]\{3,5\}$/ p' numbers.txt 123

1234

12345

A Regular expression followed by {m,} is a special case that matches m or more occurrences of the preceding expression.

#### Word Boundary (\b)

\b is used to match a word boundary. \b matches any character(s) at the beginning (\bxx) and/or end (xx\b) of a word, thus \bthe\b will find the but not they. \bthe will find the or they.

Create the following sample file for testing.

$ cat words.txt

word matching using: the word matching using: thethe word matching using: they

**Match lines containing the whole word "the":**

$ sed -n '/\bthe\b/ p' words.txt word matching using: the

Please note that if you don't specify the \b at the end, it will match all lines.

**Match lines containing words that start with “the”:**

$ sed -n '/\bthe/ p' words.txt word matching using: the

word matching using: thethe word matching using: they

#### Back References (\n)

Back references let you group expressions for further use.

**Match only the line that has the word "the" repeated twice:**

$ sed -n '/\(the\)\1/ p' words.txt

Using the same logic, the regular expression "\([0-9]\)\1" matches two digit number in which both the digits are same number—like 11,22,33

...

## Sed Substitution Using Regular Expression

The following are few sed substitution examples that uses regular expressions.

**Replace the last two characters in every line of employee.txt with ",Not Defined":**

$ sed 's/..$/,Not Defined/' employee.txt 101,John Doe,C**,Not Defined**

102,Jason Smith,IT Manag**,Not Defined** 103,Raj Reddy,Sysadm**,Not Defined** 104,Anand Ram,Develop**,Not Defined** 105,Jane Miller,Sales Manag**,Not Defined**

**Delete the rest of the line starting from “Manager”:**

$ sed 's/Manager.\*//' employee.txt 101,John Doe,CEO

102,Jason Smith,IT 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales

**Delete all lines that start with "#" :**

sed -e 's/#.\*// ; /^$/ d' employee.txt

Create the following test.html for the next example:

$ vi test.html

<html><body><h1>Hello World!</h1></body></html>

**Strip all html tags from test.html:**

$ sed -e 's/<[^>]\*>//g' test.html Hello World!

**Remove all comments and blank lines:**

sed -e 's/#.\*//' -e '/^$/ d' /etc/profile

**Remove only the comments. Leave the blank lines:**

sed -e '/^#.\*/ d' /etc/profile

You can convert DOS newlines (CR/LF) to Unix format Using sed. When you copy the DOS file to Unix, you could find \r\n in the end of each line.

**Convert the DOS file format to Unix file format using sed:**

sed 's/.$//' filename

# Chapter 4. Sed Execution

## Multiple Sed Commands in Command Line

As we showed in Chapter 1, there are several methods to execute multiple sed commands from the command line.

#### Use multiple -e option in the command line

Use multiple sed commands using -e sed command line option as shown below:

sed -e 'command1' -e 'command2' -e 'command3'

**Search for root, or nobody, or mail in the /etc/passwd file:**

sed -n -e '/^root/ p' -e '/^nobody/ p' -e '/^mail/ p' /etc/passwd

The above command should be executed in a single line as shown below.

sed -n -e '/^root/ p' -e '/^nobody/ p' -e '/^mail/ p' /etc/passwd

#### Break-up several sed commands using \

When you have a very long command, such as when executing several sed commands in the command line using -e, you can break it up using \

sed -n -e '/^root/ p' \

-e '/^nobody/ p' \

-e '/^mail/ p' \

/etc/passwd

#### Group multiple commands using { }

When you have a lot of sed commands to be executed, you can group them together using { } as shown below.

sed -n '{

/^root/ p

/^nobody/ p

/^mail/ p

}' /etc/passwd

## Sed Script Files

If you want to reuse a set of sed commands, create a sed script file with all the sed commands and execute it using -f command line option as shown below.

First, create a file that contains all the sed commands as shown below. You already know what these individual sed commands do, as we explained it in the previous sections.

$ vi mycommands.sed s/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\2,\1,\3/g s/^.\*/<&>/

s/Developer/IT Manager/ s/Manager/Director/

Next, execute this sed command file on the input file.

$ sed -f mycommands.sed employee.txt

<John Doe,101,CEO>

<Jason Smith,102,IT Director>

<Raj Reddy,103,Sysadmin>

<Anand Ram,104,IT Director>

<Jane Miller,105,Sales Director>

## Sed Comments

Sed comments start with a #. We all understand that sed uses very cryptic language. The sed commands that you write today might look unfamiliar if you view them after a long time. So, it is recommended to document what you mean inside the sed script file using sed comments, as shown below.

$ vi mycommands.sed

# Swap field 1 (employee id) with field 2 (employee name)

s/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\2,\1,\3/g

# Enclose the whole line within < and > s/^.\*/<&>/

# Replace Developer with IT Manager s/Developer/IT Manager/

# Replace Manager with Director s/Manager/Director/

Note: If the 1st 2 characters of the 1st line in the \*.sed script are #n, sed will automatically use the -n (don't print the pattern buffer) option.

## Sed as an Interpreter

Just as you write shell scripts and execute them from the command line just by calling the file name, you can set up sed scripts for execution from the command line, i.e. Sed can be involved as an interpreter. To do this, add "#!/bin/sed -f" as the 1st line to your sed- script.sh file as shown below.

$ vi myscript.sed

#!/bin/sed -f

# Swap field 1 (employee id) with field 2 (employee name)

s/\([^,]\*\),\([^,]\*\),\(.\*\).\*/\2,\1,\3/g

# Enclose the whole line within < and > s/^.\*/<&>/

# Replace Developer with IT Manager

s/Developer/IT Manager/

# Replace Manager with Director s/Manager/Director/

Now, execute the sed script directly by invoking it from the command line.

chmod u+x myscript.sed

./myscript.sed employee.txt

You can also specify -n in the 1st line of the sed script to suppress output.

$ vi testscript.sed

#!/bin/sed -nf

/root/ p

/nobody/ p

Now, execute the above test script as shown below.

chmod u+x testscript.sed

./testscript.sed /etc/passwd

Just for testing purposes, remove the -n from the 1st line of testscript.sed and execute it again to see how it works.

Important note: you must use -nf (and not -fn). If you specify -fn, you'll get the following error message when you execute the sed script.

$ ./testscript.sed /etc/passwd

/bin/sed: couldn't open file n: No such file or directory

## Modifying the Input File Directly

As you know already, sed doesn't modify the input files by default. Sed writes the output to standard output. When you want to store that in a file, you redirect it to a file (or use the w command.

Before we continue with this example, take a backup of employee.txt:

cp employee.txt employee.txt.orig

To make a modification directly on the input-file, you typically redirect the output to a temporary file, and then rename the temporary file to a new file.

sed 's/John/Johnny/' employee.txt > new-employee.txt mv new-employee.txt employee.txt

Instead, you can use the sed command line option -i, which lets sed directly modify the input file.

**Replace John with Johnny in the original employee.txt file itself:**

$ sed -i 's/John/Johnny/' employee.txt

$ cat employee.txt 101,Johnny Doe,CEO 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

105,Jane Miller,Sales Manager

Again, please pay attention that **-i modifies the input-file**. Probably you will want to do this sometimes, but be very careful. One thing you can do to protect yourself is to add a file extension whenever you use -i. Sed will make a backup of the original file before writing the new content.

**Replace John with Johnny in the original employee.txt file but save a backup copy:**

$ sed -ibak 's/John/Johnny/' employee.txt

This takes the backup of the original file as shown below.

$ cat employee.txtbak 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

The original input file was modified by the above sed command.

$ cat employee.txt 101,Johnny Doe,CEO 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

105,Jane Miller,Sales Manager

Instead of -i, you can also use the longer form, --in-place. Both of the following commands are the same.

sed -ibak 's/John/Johnny/' employee.txt

sed --in-place=bak 's/John/Johnny/' employee.txt

Finally, restore the original employee.txt file, as we need that for the rest of our examples:

cp employee.txt.orig employee.txt

# Chapter 5. Additional Sed Commands

## Append Line After (a command)

You can insert a new line after a specific location by using the sed append command (a).

**Syntax:**

$ sed '[address] a the-line-to-append' input-file

**Add a new record to the employee.txt file after line number:**

$ sed '2 a 203,Jack Johnson,Engineer' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager **203,Jack Johnson,Engineer** 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Add a new record to the end of the employee.txt file:**

$ sed '$ a 106,Jack Johnson,Engineer' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager **106,Jack Johnson,Engineer**

You can also append multiple lines using the sed a command.

**Add two lines after the line that matches 'Jason':**

$ sed '/Jason/a\

203,Jack Johnson,Engineer\

204,Mark Smith,Sales Engineer' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager **203,Jack Johnson,Engineer 204,Mark Smith,Sales Engineer** 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

## Insert Line Before (i command)

The sed insert command (i) works just like the append command except that it inserts a line **before** a specific location instead of after the location.

**Syntax:**

$ sed '[address] i the-line-to-insert' input-file

**Insert a new record before line number 2 of the employee.txt file:**

$ sed '2 i 203,Jack Johnson,Engineer' employee.txt 101,John Doe,CEO

**203,Jack Johnson,Engineer** 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Insert a new record before the last line of the employee.txt file:**

$ sed '$ i 108,Jack Johnson,Engineer' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer **108,Jack Johnson,Engineer** 105,Jane Miller,Sales Manager

You can also insert multiple lines using the sed i command.

**Insert two lines before the line that matches 'Jason':**

$ sed '/Jason/i\

203,Jack Johnson,Engineer\

204,Mark Smith,Sales Engineer' employee.txt 101,John Doe,CEO

**203,Jack Johnson,Engineer 204,Mark Smith,Sales Engineer** 102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

## Change Line (c command)

The sed change command (c) lets you replace an existing line with new text.

**Syntax:**

$ sed '[address] c the-line-to-insert' input-file

**Delete the record at line number 2 and replace it with a new record:**

$ sed '2 c 202,Jack Johnson,Engineer' employee.txt 101,John Doe,CEO

##### 202,Jack Johnson,Engineer

103,Raj Reddy,Sysadmin

104,Anand Ram,Developer 105,Jane Miller,Sales Manager

You can also replace a single line with multiple lines.

**Delete the line that matches 'Raj' and replaces it with two new lines:**

$ sed '/Raj/c\

203,Jack Johnson,Engineer\

204,Mark Smith,Sales Engineer' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager **203,Jack Johnson,Engineer 204,Mark Smith,Sales Engineer** 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

## Combine a, i, and c Commands

You can also combine the a, i, and c commands. the following sed example does all these three things:

* + a - Append 'Jack Johnson' after 'Jason'
  + i - Insert 'Mark Smith' before 'Jason'
  + c - Change 'Jason' to 'Joe Mason'

$ sed '/Jason/ { a\

204,Jack Johnson,Engineer i\

202,Mark Smith,Sales Engineer c\

203,Joe Mason,Sysadmin

}' employee.txt 101,John Doe,CEO

**202,Mark Smith,Sales Engineer 203,Joe Mason,Sysadmin 204,Jack Johnson,Engineer** 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

## Print Hidden Characters (l command)

The sed l command prints the hidden characters, for example, \t for tab, and $ for end of the line.

For testing, create a test file with the following content. Make sure to use the tab key between the fields in this file.

$ cat tabfile.txt fname First Name

lname Last Name

mname Middle Name

**Executing the sed l command will display \t for tab, and $ for EOL:**

$ sed -n l tabfile.txt fname\tFirst Name$ lname\tLast Name$ mname\tMiddle Name$

When you specify a number followed by the l command, the output line is wrapped at the nth number using a non printable character as shown in the example below. This works only on GNU sed.

$ sed -n 'l 20' employee.txt 101,John Doe,CEO$

102,Jason Smith,IT \ Manager$

103,Raj Reddy,Sysad\ min$

104,Anand Ram,Devel\ oper$

105,Jane Miller,Sal\ es Manager$

## Print Line Numbers (= command)

The sed = command prints line numbers followed by the line content from the input-file.

**Print all line numbers:**

$ sed = employee.txt 1

101,John Doe,CEO 2

102,Jason Smith,IT Manager 3

103,Raj Reddy,Sysadmin 4

104,Anand Ram,Developer 5

105,Jane Miller,Sales Manager

Note: You can print the line number and the line content in the same line by combining = command with N command (more on this later).

**Print line numbers only for lines 1,2 and 3:**

$ sed '1,3 =' employee.txt 1

101,John Doe,CEO 2

102,Jason Smith,IT Manager 3

103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

Print the line number only for those lines that contain the keyword Jane. This still prints the original line content from the intput-file:

$ sed '/Jane/ =' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer

5

105,Jane Miller,Sales Manager

If you want to know only the line numbers of lines that contains the keyword (i.e. without printing the original lines from the file), use -n option along with = as shown below.

$ sed -n '/Raj/ =' employee.txt 3

**Print the total number of lines in a file:**

$ sed -n '$ =' employee.txt 5

## Change Case (using the y 'transform' command)

The sed y command transforms characters by position. A convenient use for this is to convert upper case to lower case and vice versa.

**In this example character "a" will be transformed to A, b to B, c to C, etc.:**

$ sed 'y/abcde/ABCDE/' employee.txt 101,John DoE,CEO

102,JAson Smith,IT MAnAgEr 103,RAj REDDy,SysADmin 104,AnAnD RAm,DEvElopEr 105,JAnE MillEr,SAlEs MAnAgEr

**Transform all lower-case letters to upper-case:**

$ sed 'y/abcdefghijklmnopqrstuvwxyz/ABCDEFGHIJKLMNOPQRSTUVWXY Z/' employee.txt

101,JOHN DOE,CEO

102,JASON SMITH,IT MANAGER

103,RAJ REDDY,SYSADMIN

104,ANAND RAM,DEVELOPER

105,JANE MILLER,SALES MANAGER

The above command should be executed in a single line as shown below.

sed 'y/abcdefghijklmnopqrstuvwxyz/ABCDEFGHIJKLMNOPQRSTUVWXYZ/' employee.txt

## Multiple Files in Command Line

In all our previous sed examples, we passed only one input file. You can also pass multiple input files as shown below.

The following example searches for root in the /etc/passwd file and prints it:

$ sed -n '/root/ p' /etc/passwd root:x:0:0:root:/root:/bin/bash

The following example searches for root in the /etc/group and prints it:

$ sed -n '/root/ p' /etc/group root:x:0:

Search for root in both the /etc/passwd and /etc/group file:

$ sed -n '/root/ p' /etc/passwd /etc/group root:x:0:0:root:/root:/bin/bash

root:x:0:

## Quit Sed (q command)

The sed q command causes sed to quit executing commands.

As we discussed earlier, the normal sed execution flow is Read, Execute, Print, Repeat.

When sed executes the q command, it simply quits without executing the rest of the sed commands, and without repeating the rest of the lines from the input-file.

**Quit after printing the 1st line:**

$ sed 'q' employee.txt 101,John Doe,CEO

**Quit after the 5th line. So, this prints the 1st 5 lines:**

$ sed '5 q' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

**Print all the lines until the 1st line that contains the keyword 'Manager':**

$ sed '/Manager/q' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager

Note: q command doesn't take range of address. It works only on a single address. (or a single pattern)

## Read from File (r command)

The sed r command will read the content of another file and print it at a specified location while processing the input-file. The following example will read the content of log.txt file and print it after printing the last line of employee.txt. Basically this combines both employee.txt and log.txt and prints the result.

$ sed '$ r log.txt' employee.txt

You can also specify a pattern with the r command. The following example will read the content of log.txt and print it after the line that matches 'Raj' in the employee.txt.

**Insert the log.txt file after the 'Raj' keyword in the employee.txt file:**

$ sed '/Raj/ r log.txt' employee.txt

## Simulating Unix commands in sed (cat, grep, head)

We have already seen examples that worked very much like other standard UNIX commands. Using sed you can simulate many commands. Do this just to learn how sed works.

#### Cat in sed

cat employee.txt

Each of the following sed commands produces the same output as the cat command above.

sed 's/JUNK/&/p' employee.txt sed -n 'p' employee.txt

sed 'n' employee.txt sed 'N' employee.txt

#### Grep in sed

**Simple grep:**

grep Jane employee.txt

Each of the following sed commands produces the same output as the grep command above.

sed -n 's/Jane/&/p' employee.txt sed -n '/Jane/ p' employee.txt

**grep -v (print non-matching lines):**

grep -v Jane employee.txt

The following sed command is equivalent to the above "grep -v" command.

sed -n '/Jane/ !p' employee.txt

#### Head in sed

head -10 /etc/passwd

Each of the following sed commands produces the same output as the head command above.

sed '11,$ d' /etc/passwd sed -n '1,10 p' /etc/passwd sed '10 q' /etc/passwd

## Sed Command Line Options

#### -n option

We already discussed this option and we have used it in many examples. The sed option -n suppresses the default printing that happens as part of the standard sed flow.

You can also use --quiet, or –-silent instead of -n. They are identical in function.

**All of the following commands are the same:**

sed -n 'p' employee.txt

sed --quiet 'p' employee.txt sed --silent 'p' employee.txt

#### -f option

You can also combine multiple sed-commands in a file and call the sed script file using the -f option. We demonstrated this earlier. You can also use -–file.

**All of the following commands are the same:**

sed -n -f test-script.sed /etc/passwd

sed -n --file=test-script.sed /etc/passwd

#### -e option

Use -e to execute a sed command script from the command line. You can use multiple -e options from the command line. You can also use

–-expression.

**All of the following commands are the same:**

sed -n -e '/root/ p' /etc/passwd

sed -n --expression '/root/ p' /etc/passwd

#### -i option

As we already discussed sed doesn't touch the input file. It always prints to standard output, Or you can use the w command to write the output to a different file. We also showed how sed can use the -i option to modify the input file directly.

**Replace John with Johnny in the original employee.txt file:**

sed -i 's/John/Johnny/' employee.txt

**Perform the same command but take a backup by passing an extension to -i.**

sed -ibak 's/John/Johnny/' employee.txt

Instead of -i, you can also use –-in-place.

**Both of the following commands are the same:**

sed -ibak 's/John/Johnny/' employee.txt

sed --in-place=bak 's/John/Johnny/' employee.txt

#### -c option

This should be used in conjunction with sed option -i. Sed option -i typically uses a temporary file to create the changes and renames it to the original input-file when the operation is completed. This might cause file ownership to change. When you use -c along with -i, the input file ownership will not change. You can also use –-copy.

**Both of the following commands are the same:**

sed -ibak -c 's/John/Johnny/' employee.txt

sed --in-place=bak --copy 's/John/Johnny/' employee.txt

#### -l option

Specify the line length. This needs to be used in conjunction with the sed l command. The value you specify in the -l option will be used as the line size. You can also use –-line-length.

**All the following commands are the same.**

sed -n -l 20 'l' employee.txt

sed -n --line-length=20 employee.txt

Please note that you can also achieve the same output without specifying -n option as shown below.

sed -n 'l 20' employee.txt --posix option

## Print Pattern Space (n command)

The sed n command prints the current pattern space and fetches the next line from the input-file. This happens in the middle of command execution, and so it can change the normal flow if it occurs between other commands.

**Print the pattern space for each line:**

$ sed n employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

If you specify -n flag when you are using the n command, sed will not print anything.

$ sed -n n employee.txt

As we discussed earlier, normal sed execution flow is Read, Execute (all available sed commands), Print, Repeat.

The sed n command lets you change that flow. The sed n command will print the current pattern space, clear the current pattern space, read the next line from the input-file, and continue the command flow.

Let us assume that you have 2 sed commands before and 2 after the n command as shown below.

sed-command-1 sed-command-2 n

sed-command-3 sed-command-4

In this case, sed-command-1 and sed-command-2 will be applied to the current line in the pattern space; when sed encounters the n command, it will clear the current line from the pattern space, read the next line from the input-file, and apply sed-command-3 and sed- command-4 to this newly read line in the sed pattern space.

Note: The sed n command by itself is relatively useless as you see in the above examples. However, it is extremely powerful when combined with the sed hold pattern commands that are discussed in the following hacks.

# Chapter 6. Sed Hold and Pattern Space Commands

Sed has two types of internal storage space:

* + **Pattern space:** You already know about pattern space, which is used as part of the typical sed execution flow. Pattern space is the internal sed buffer where sed places, and modifies, the line it reads from the input file.
  + **Hold space:** This is an additional buffer available where sed can hold temporary data. Sed allows you to move data back and forth between pattern space and hold space, but you cannot execute the typical sed commands on the hold space. As we already discussed, pattern space gets deleted at the end of every cycle in a typical sed execution flow. However, the content of the hold space will is retained from one cycle to the next; it is not deleted between cycles.

Please create a new text file to be used for the sed hold space examples:

$ vi empnametitle.txt John Doe

CEO

Jason Smith IT Manager Raj Reddy Sysadmin Anand Ram Developer Jane Miller Sales Manager

As you can see, for each employee this file contains name and title on two consecutive lines.

## Swap Pattern Space with Hold Space (x command)

The sed Exchange (x) command swaps pattern space with hold space. This command in itself is not that helpful, unless it is combined with other sed commands; however, in conjunction with other commands, it is quite powerful.

Suppose that pattern space contains "line 1" and hold space contains "line 2". After the x command is executed, pattern space will have "line 2", and hold space will have "line 1".

The following example prints the names of the managers. It looks for the keyword 'Manager' and prints the previous line.

**Print manager names from empnametitle.txt:**

$ sed -n -e 'x;n' -e '/Manager/{x;p}' empnametitle.txt Jason Smith

Jane Miller

In the above example:

* + **{x;n}** - x swaps pattern space to the hold space; n reads the next line into the pattern space. So, this command saves the current line in hold space and reads the next line into pattern space. For the example file, it is saving employee name to hold space and fetching employee title into pattern space.
  + **/Manager/{x;p}** - If the content of the pattern space contains the keyword 'Manager', this command swaps pattern space with hold space and then prints pattern space. This means that if the employee title contains 'Manager' the employee name will be printed.

You can also save this in a sed script file and execute it as shown below.

$ vi x.sed

#!/bin/sed -nf

x;n

/Manager/{x;p}

$ chmod u+x empnametitle.txt

$ ./x.sed empnametitle.txt Jason Smith

Jane Miller

## Copy Pattern Space to Hold Space (h command)

The hold command (h) copies pattern space to hold space. Unlike the x command, the h command does not change the content of pattern space. The previous content of the hold space is overwritten with the content from the pattern space.

Suppose pattern space contains "line 1" and hold space contains "line 2"; after the h command is executed, pattern space is not changed and will still have "line 1", but hold space will also have "line 1".

**Print the names of the managers:**

$ sed -n -e '/Manager/!h' -e '/Manager/{x;p}' empnametitle.txt

Jason Smith Jane Miller

The above command should be executed in a single line as shown below.

sed -n -e '/Manager/!h' -e '/Manager/{x;p}' empnametitle.txt

In the above example:

* + **/Manager/!h** - If the content of the pattern space doesn't contain Manager (the ! after the pattern means "not equal to" the pattern), copy the content of the pattern space to the hold space. (In this case, this might be employee name (or) a title that is not "Manager".) Note that, unlike the previous example,

this one does not use the 'n' command to get the next line; instead, the next line is fetched via normal execution flow.

* + **/Manager/{x;p}** - If the content of the pattern space contains the keyword 'Manager', this command swaps pattern space with hold space and prints. This is identical to the command we used for printing in the example for the x command.

You can also save this in a sed script file and execute it as shown below.

$ vi h.sed

#!/bin/sed -nf

/Manager/!h

/Manager/{x;p}

$ chmod u+x empnametitle.txt

$ ./h.sed empnametitle.txt Jason Smith

Jane Miller

## Append Pattern Space to Hold Space (H command)

Capital H is the command to append pattern space to hold space with a new line. The previous content of hold space is not overwritten; instead the content of pattern space is appended to the existing content of hold space by adding a new line at the end.

Suppose pattern space contains "line 1" and hold space contains "line 2"; after the H command is executed, pattern space is not changed and will still have "line 1", but hold space will have "line 2\nline 1".

**Print the name and title (in separate lines) of the managers:**

$ sed -n -e '/Manager/!h' -e '/Manager/{H;x;p}' empnametitle.txt

Jason Smith

IT Manager Jane Miller Sales Manager

The above command should be executed in a single line as shown below.

sed -n -e '/Manager/!h' -e '/Manager/{H;x;p}' empnametitle.txt

In the above example:

* + **/Manager/!h** - If the content of the pattern space doesn't contain Manager (the ! after the pattern means "not equal to" the pattern), copy the content of the pattern space to the hold space. (In this case, this might employee name (or) a title that is not "Manager".) This is the same command we used in the h command example.
  + **/Manager/{H;x;p}** - If the content of the pattern space contains the keyword 'Manager', the H command appends pattern space (which is Manager) to hold space with a new line. So, the hold space at this stage will have "Employee Name\nTitle" (which contains the keyword manager). The x command swaps hold space back into pattern space, and p prints the pattern space.

You can also save this in a sed script file and execute it as shown below.

$ vi H-upper.sed

#!/bin/sed -nf

/Manager/!h

/Manager/{H;x;p}

$ chmod u+x H-upper.sed

$ ./H-upper.sed empnametitle.txt Jason Smith

IT Manager Jane Miller

Sales Manager

The above example can be slightly modified, if you want the employee name and title to be printed on the same line with colon : as a delimiter:

$ sed -n -e '/Manager/!h' -e '/Manager/{H;x;s/\n/:/;p}' empnametitle.txt

Jason Smith:IT Manager Jane Miller:Sales Manager

The above command should be executed in a single line as shown below.

sed -n -e '/Manager/!h' -e '/Manager/{H;x;s/\n/:/;p}' empnametitle.txt

In the second example everything is same as the previous example except for the substitute command added to the 2nd -e option. The H, x, and p commands do the same thing as before; the s command replaces \n with : after swapping but before printing. Therefore the name and title are printed on one line, separated by a colon.

You can also save this in a sed script file and execute it as shown below.

$ vi H1-upper.sed

#!/bin/sed -nf

/Manager/!h

/Manager/{H;x;s/\n/:/;p}

$ chmod u+x H1-upper.sed

$ ./H1-upper.sed empnametitle.txt Jason Smith:IT Manager

Jane Miller:Sales Manager

## Copy Hold Space to Pattern Space (g command)

The sed get (g) command copies the content of hold space to pattern space.

Think of it this way: h command "holds" it in the hold space, g command "gets" it from the hold space.

Suppose pattern space contains "line 1" and hold space contains "line 2"; after the g command is executed, pattern space is changed and now contains "line 2", while hold space is not changed and still contains "line 2".

**Print the names of the managers:**

$ sed -n -e '/Manager/!h' -e '/Manager/{g;p}' empnametitle.txt

Jason Smith Jane Miller

The above command should be executed in a single line as shown below.

sed -n -e '/Manager/!h' -e '/Manager/{g;p}' empnametitle.txt

In the above example:

* + **/Manager/!h** – we've been using this one for the last few examples. If the content of the pattern space doesn't contain Manager, copy the content of pattern space to hold space.
  + **/Manager/{g;p}** – g gets the line from hold space and puts it in pattern space, then prints it.

You can also save this in a sed script file and execute it as shown below.

$ vi g.sed

#!/bin/sed -nf

/Manager/!h

/Manager/{g;p}

$ chmod u+x g.sed

$ ./g.sed empnametitle.txt Jason Smith

Jane Miller

## Append Hold Space to Pattern Space (G command)

Upper case G appends the content of hold space to pattern space with a new line. The previous content in the pattern space is not overwritten; instead the content from hold space is appended to the existing content in pattern space by adding a new line at the end.

G and g are related in the same way as H and h; the lower case version replaces the content while the upper case one appends to it.

Suppose pattern space contains "line 1" and hold space contains "line 2"; after the G command is executed, pattern space is changed to contain "line 1\nline 2" while hold space is not changed and still contains "line 2".

**Prints the employee name and title of the managers separated by colon.**

$ sed -n -e '/Manager/!h' -e '/Manager/{x;G;s/\n/:/;p}' empnametitle.txt

Jason Smith:IT Manager Jane Miller:Sales Manager

The above command should be executed in a single line as shown below.

sed -n -e '/Manager/!h' -e '/Manager/{x;G;s/\n/:/;p}' empnametitle.txt In the above example:

* + **/Manager/!h** – As in previous examples, if the content of pattern space doesn't contain Manager, copy pattern space to hold space.
  + **/Manager/{x;G;s/\n/:/;p}** - If the content of the pattern space contains Manager, do the following:
    - **x** - Swap the content of pattern space with hold space. So, the employee name stored in hold space will now be in pattern space, while the title will be in hold space.
    - **G** - Appends the content of hold space (title) to pattern space (employee name). So, the pattern space at this stage will have "Employee Name\nTitle"
    - **s/\n/:/** This replaces the \n that separates the "Employee Name\nTitle" with a colon :
    - **p** prints the result (i.e. the content of pattern space).
    - Note that if we left out the x command, i.e. if we used /Manager/{G;s/\n/:/;p}, we would print the title:name instead of name:title for each manager.

You can also save this in a sed script file and execute it as shown below.

$ vi G-upper.sed

#!/bin/sed -nf

/Manager/!h

/Manager/{x;G;s/\n/:/;p}

$ chmod u+x G-upper.sed

$ ./G-upper.sed empnametitle.txt Jason Smith:IT Manager

Jane Miller:Sales Manager

# Chapter 7. Sed Multi-Line Commands and loops

Sed by default always handles one line at a time, unless we use the H, G, or N command to create multiple lines separated by new line.

This chapter will describe sed commands applicable to such multi-line buffers.

Note: When we have multiple lines, please keep in mind that ^ matches only the 1st character of the buffer, i.e. of all the multiple lines combined together, and $ matches only the last character in the buffer, i.e. the newline of the last line.

## Append Next Line to Pattern Space (N command)

Just as upper case H and G append rather than replacing, the N command appends the next line from input-file to the pattern buffer, rather than replacing the current line.

As we discussed earlier the lower case n command prints the current pattern space, clears the pattern space, reads the next line from the input-file into pattern space and resumes command execution where it left off.

The upper case N command does not print the current pattern space and does not clear the pattern space. Instead, it adds a newline (\n) at the end of the current pattern space, appends the next line from the input-file to the current pattern space, and continues with the sed standard flow by executing the rest of the sed commands.

**Print employee names and titles separated by colon:**

$ sed -e '{N;s/\n/:/}' empnametitle.txt John Doe:CEO

Jason Smith:IT Manager

Raj Reddy:Sysadmin Anand Ram:Developer

Jane Miller:Sales Manager

In the above example:

* + **N** appends new line to current pattern space (which has employee name) and appends the next line from input-file to the current pattern space. So, the pattern space will contain (employee name\ntitle).
  + **s/\n/:/** This replaces the \n that separates the "Employee Name\nTitle" with a colon :
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**Fig**: Illustration of the above example

The following example demonstrates the use of the N command to print the line number on the same line as the text, while printing each line from employee.txt.

**Print line numbers:**

$ sed -e '=' employee.txt | sed -e '{N;s/\n/ /}'

1. 101,John Doe,CEO
2. 102,Jason Smith,IT Manager
3. 103,Raj Reddy,Sysadmin
4. 104,Anand Ram,Developer
5. 105,Jane Miller,Sales Manager

As we saw in our previous examples, the sed = command prints the line number first, and the original line next.

In this example, the N command adds \n to the current pattern space (which contains the line number), then reads the next line and appends it. So, the pattern space will contain "line-number\nOriginal- line-content". Then we execute s/\n/ / to change the newline (\n) to a space.

## Print 1st Line in MultiLine (P command)

We have seen three upper case commands so far, each of which appended to rather than replacing the content of a buffer. We will now see that upper case P and D operate in a fashion similar to their lower case equivalents, but that they also do something special related to MultiLine buffers.

As we discussed earlier the lower case p command prints the pattern space. Upper case P command also prints the pattern space, but only until it encounters a new line (\n). The following example prints all the managers names from the empnametitle.txt file

$ sed -n -e 'N' -e '/Manager/P' empnametitle.txt Jason Smith

Jane Miller

## Delete 1st Line in MultiLine (D command)

As we discussed earlier the lower case d command deletes the current pattern space, reads the next line from the input-file to the pattern space, aborts the rest of the sed commands and starts the loop again.

The upper case D command does not read the next line to the pattern space after deleting it, nor does it completely clear the pattern buffer (unless it only has one line). Instead, it does the following:

* + Deletes part of the pattern space until it encounters new line (\n).
  + Aborts the rest of the sed commands and starts command execution from the beginning on the remaining content in the pattern buffer.

Consider the following file, which has comments enclosed between @ and @ for every title. Note that this comment also spans across the lines in some cases. For example @Information Technology officer@ spans across two rows. Create the following sample file.

$ vi empnametitle-with-comment.txt John Doe

CEO @Chief Executive Officer@ Jason Smith

IT Manager @Information Technology Officer@

Raj Reddy

Sysadmin @System Administrator@ Anand Ram

Developer @Senior Programmer@

Jane Miller

Sales Manager @Sales Manager@

Our goal is to remove these comments from this file. This can be done as shown below.

$ sed -e '/@/{N;/@.\*@/{s/@.\*@//;P;D}}' empnametitle- with-comment.txt

John Doe CEO

Jason Smith IT Manager Raj Reddy Sysadmin Anand Ram Developer Jane Miller Sales Manager

The above command should be executed in a single line as shown below.

sed -e '/@/{N;/@.\*@/{s/@.\*@//;P;D}}' empnametitle-with-comment.txt

You can also save this in a sed script file and execute it as shown below.

$ vi D-upper.sed

#!/bin/sed -f

/@/ { N

/@.\*@/ {s/@.\*@//;P;D }

}

$ chmod u+x D-upper.sed

$ ./D-upper.sed empnametitle-with-comment.txt

In the above example:

* + **/@/ {** - This is the outer loop. Sed looks for any line that contains @ symbol. If it finds one, it executes the rest of the logic. If not, it reads the next line. For example, let us take line 4, which is "@Information Technology" (the comment spans to multiple column and goes to line 5 also). There is an @ symbol on line 4, so the rest of the commands are executed.
  + **N** - Get the next line from the input file and append it to the pattern space. For example, this will read line 5 "Officer@", and append it to pattern space. So, pattern space will contain "@Information Technology\nOfficer@".
  + **/@.\*@/** - Searches whether pattern space has the pattern "@.\*@", which means anything enclosed between @ and @. The expression is true for the current pattern space, so, it goes to the next step.
  + **s/@.\*@//;P;D** - This substitutes the whole text "@Information Technology\nOfficer@" with nothing (basically it deletes the text). P prints the 1st portion of the line. D deletes the rest of the content of pattern space. And the logic continues from the top again.

## Loop and Branch (b command and :label)

You can change the execution flow of the sed commands by using label and branch (b command).

* + **:label** defines the label.
  + **b label** branches the execution flow to the label. Sed jumps to the line marked by the label and continues executing the rest of the commands from there.
  + Note: You can also execute just the b command (without any label name). In this case, sed jumps to the end of the sed script file.

The following example combines the employee name and title (from the empnametitle.txt file) to a single line separated by : between the fields, and also adds a "\*" in front of the employee name, when that employee's title contains the keyword "Manager".

$ vi label.sed

#!/bin/sed -nf h;n;H;x s/\n/:/

/Manager/!b end s/^/\*/

:end p

In the above example, you already know what "h;n;H;x" and "s/\n/:/" does, as we discussed those in our previous examples. Following are the branching related lines in this file.

* + - /Manager/!b end - If the lines doesn't contain the keyword "Manager", it goes to the label called "end". Please note that the name of the label can be anything you want. So, this executes "s/^/\*/" (add a \* in the front), only for the Managers.
    - :end - This is the label.

**Execute the above label.sed script:**

$ chmod u+x label.sed

$ ./label.sed empnametitle.txt John Doe:CEO

\*Jason Smith:IT Manager Raj Reddy:Sysadmin Anand Ram:Developer

\*Jane Miller:Sales Manager

## Loop Using t command

The sed command t label branches the execution flow to the label only if the previous substitute command was successful. That is, when the previous substitution was successful, sed jumps to the line marked by the label and continues executing the rest of the commands from there, otherwise it continues normal execution flow.

The following example combines the employee name and title (from the empnametitle.txt file) to a single line separated by : between the fields, and also adds three "\*" in front of the employee name, when that employee's title contains the keyword "Manager".

Note: We could've just changed the substitute command in the previous example to "s/^/\*\*\*/" (instead of s/^/\*/) to achieve the same result. This example is given only to explain how the sed t command works.

$ vi label-t.sed

#!/bin/sed -nf h;n;H;x s/\n/:/

:repeat

/Manager/s/^/\*/

/\\*\\*\\*/!t repeat p

$ chmod u+x label-t.sed

$ ./label-t.sed empnametitle.txt John Doe:CEO

\*\*\*Jason Smith:IT Manager Raj Reddy:Sysadmin

Anand Ram:Developer

\*\*\*Jane Miller:Sales Manager

In the above example:

* + The following code snippet does the looping.

:repeat

/Manager/s/^/\*/

/\\*\\*\\*/!t repeat

* + **/Manager/s/^/\*/** - If it is Manager, it adds a single \* in front of the line.
  + **/\\*\\*\\*/!t repeat** - If the line doesn't contain three \*s (represented by /\\*\\*\\*/!), and if the previous substitute command is successful by adding a single star in front of the line, sed jumps to the label called repeat (this is represented by t repeat)
  + **:repeat** - This is just the label

# Chapter 8. Awk Syntax and Basic Commands

Awk is a powerful language to manipulate and process text files. It is especially helpful when the lines in a text files are in a record format, i.e, when each line (record) contains multiple fields separated by a delimiter. Even when the input file is not in a record format, you can still use awk to do some basic file and data processing. You can also write programming logic using awk even when there are no input files that needs to be processed. In short, AWK is a powerful language that can come in handy to do daily routine jobs.

The learning curve on AWK is much smaller than the learning curve on any other language. If you know C programming already, you'll appreciate how simple and easy it is to learn AWK.

AWK was originally written by three developers -- A. Aho, B. W. Kernighan and P. Weinberger. So, the name AWK came from the initials of those three developers.

The following are the three variations of AWK:

* + AWK is original AWK.
  + NAWK is new AWK.
  + GAWK is GNU AWK. All Linux distributions comes with GAWK. This is fully compatible with AWK and NAWK.

This book covers all the fundamentals of original AWK, and some advanced features available only in GAWK. On the systems that have either NAWK, or GAWK installed, you can still type awk, which will invoke nawk or gawk correspondingly.

For example, on Linux, you'll see that awk is a symbolic link to gawk. So, executing awk (or) gawk on Linux system will invoke gawk.

$ ls -l /bin/awk /bin/gawk

lrwxrwxrwx 1 root root 4 Sep 1 07:38 /bin/awk -> gawk

-rwxr-xr-x 1 root root 320416 Mar 14 2007 /bin/gawk

For most of the awk examples in this book, the following three sample files are used. Please create these sample files in your home directory, and use them to try out all the awk examples shown in this book.

#### employee.txt sample file

employee.txt is a comma delimited file that contains 5 employee records in the following format:

employee-number,employee-name,employee-title

**Create the file:**

$ vi employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

#### items.txt sample file

items.txt is a comma delimited text file that contains 5 item records in the following format:

item-number,item-description,item-category,cost,quantity- available

**Create the file:**

$ vi items.txt

101,HD Camcorder,Video,210,10 102,Refrigerator,Appliance,850,2 103,MP3 Player,Audio,270,15

104,Tennis Racket,Sports,190,20 105,Laser Printer,Office,475,5

#### items-sold.txt sample file

items-sold.txt is a space delimited text file that contains 5 item records. Each record is for one particular item that contains the item number followed by number of items sold for that month (during the last 6 months). So, you'll see 7 fields in every record. Field 1 is the item-number. Field 2 through Field 7 are the total number of items sold in every month during the last 6 months.

Following is the format of the items-sold.txt file.

item-number qty-sold-month1 qty-sold-month2 qty-sold-month3 qty-sold-month4 qty-sold-month5 qty-sold-month6

**Create the file:**

$ vi items-sold.txt 101 2 10 5 8 10 12

102 0 1 4 3 0 2

103 10 6 11 20 5 13

104 2 3 4 0 6 5

105 10 2 5 7 12 6

## Awk Command Syntax

**Basic Awk Syntax:**

awk -Fs '/pattern/ {action}' input-file (or)

awk -Fs '{action}' intput-file

In the above syntax:

* + -F is the field separator. If you don't specify, it will use an empty space as field delimiter.
  + The /pattern/ and the {action} should be enclosed inside single quotes.
  + /pattern/ is optional. If you don't provide it, awk will process all the records from the input-file. If you specify a pattern, it will process only those records from the input-file that match the given pattern.
  + {action} - These are the awk programming commands, which can be one or multiple awk commands. The whole action block (including all the awk commands together) should be closed between { and }
  + input-file - The input file that needs to be processed.

**Following is a very simple example demonstrating the awk syntax:**

$ awk -F: '/mail/ {print $1}' /etc/passwd mail

mailnull

In the above simple example:

* + -F: This indicates that the field separator in the input-file is colon :, i.e. the fields are separated by a colon. Please note that you can also enclose the field separator within double quotes. -F ":" is also valid.
  + /mail/ - This is the pattern. awk will process only the records that contains the keyword mail.
  + {print $1} - This is the action. This action block contains only one awk command, that prints the 1st field of the record that matches the pattern "mail"
  + /etc/passwd - This is the input file.

#### Awk Commands in a Separate File

When you have to process a lot of awk commands, you can specify the '/pattern/ {action}' inside an awk script file and invoke it as shown below.

awk -Fs -f myscript.awk input-file

The myscript.awk can have any file extension (or no extension). But, it is easier to keep the extension as .awk for easy maintenance. You

can also specify the field separator in script file itself (more on this later), and just invoke it as shown below.

awk -f myscript.awk input-file

## Awk Program Structure (BEGIN, body, END block)

A typical awk program has following three blocks.

#### BEGIN Block

**Syntax of begin block:**

BEGIN { awk-commands }

The begin block gets executed only once at the beginning, before awk starts executing the body block for all the lines in the input file.

* + The begin block is a good place to print report headers, and initialize variables.
  + You can have one or more awk commands in the begin block.
  + The keyword BEGIN should be specified in upper case.
  + Begin block is optional.

#### Body Block

**Syntax of body block:**

/pattern/ {action}

The body block gets executed once for every line in the input file.

* + If the input file has 10 records, the commands in the body block will be executed 10 times (once for each record in the input file).
  + There is no keyword for the body block. We discussed pattern and action previously.

#### END Block

**Syntax of end block:**

END { awk-commands }

The end block gets executed only once at the end, after awk completes executing the body block for all the lines in the input-file.

* + The end block is a good place to print a report footer and do any clean-up activities.
  + You can have one or more awk commands in the end block.
  + The keyword END should be specified in upper case.
  + End block is optional.
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**Fig**: Awk Workflow

The following simple example shows the three awk blocks in action.

##### $ awk 'BEGIN { FS=":";print "---header---" } \

**/mail/ {print $1} \**

**END { print "---footer---"}' /etc/passwd**

---header--- mail mailnull

---footer---

Note: When you have a very long command, you can either type is on a single line, or split it to multiple lines by specifying a \ at the end of each line. The above example is typed in 3 lines with a \ at the end of line 1 and line 2.

In the above example:

* + BEGIN { FS=":";print "---header---" } is the begin block, that sets the field separator variable FS (more on this later), and prints the header. This gets executed only once before the body loop.
  + /mail/ {print $1} is the body loop, that contains a pattern and an action. i.e. This searches for the keyword "mail" in the input file and prints the 1st field.
  + END { print "---footer---"}' is the end block, that prints the footer.
  + /etc/passwd is the input file. The body loop gets executed for every records in this file.

Instead of executing the above simple example from the command line, you can also execute it from a file.

First, create the following myscript.awk file that contains the begin, body, and end loop:

$ vi myscript.awk BEGIN {

FS=":"

print "---header---"

}

/mail/ { print $1

}

END {

print "---footer---"

}

Next, execute the myscript.awk as shown below for the input file

/etc/passwd:

$ awk -f myscript.awk /etc/passwd

---header--- mail mailnull

---footer---

Please note that a comment inside a awk script starts with #. If you are writing a complex awk script, follow the best practice: write enough comments inside the \*.awk file so that it will be easier for you to understand when you look at the file later.

Following are some random simple examples that show you various combinations of awk blocks.

**Only the body block:**

awk -F: '{ print $1 }' /etc/passwd

**Begin, body, and end block:**

awk -F: 'BEGIN { printf "username\n------\n"} \

{ print $1 } \

END { print "------" }' /etc/passwd

**Begin, and body block:**

awk -F: 'BEGIN { print "UID"} { print $3 }' /etc/passwd

#### A Note on using only a BEGIN Block:

Specifying only the begin block is valid awk syntax. When you don't specify a body loop, there is no point in specifying a input file, since only the body loop gets executed for the lines in the input file. So, use only the BEGIN block when you want to use an awk program to do things not related to file processing. In many of our examples below, we'll have only the BEGIN block, to explain how some of the awk programming components work. You can use this idea for anything that you see fit.

**A simple begin only example:**

$ awk 'BEGIN { print "Hello World!" }' Hello World!

#### Multiple Input Files

Please note that you can specify multiple input files. If you specify two input files, first the body block will be executed for all the lines in input-file1, next the body block will be executed for all the lines in input-file2.

**Multiple input file example:**

##### $ awk 'BEGIN { FS=":";print "---header---" } \

**/mail/ {print $1} \**

**END { print "---footer---"}' /etc/passwd /etc/group**

---header--- mail mailnull mail mailnull

---footer---

Please note that the BEGIN block and the END block will be executed only once, even when you specify multiple input-files.

## Print Command

By default, the awk print command (without any argument) prints the full record as shown. The following example is equivalent to "cat employee.txt" command.

$ awk '{print}' employee.txt 101,John Doe,CEO

102,Jason Smith,IT Manager 103,Raj Reddy,Sysadmin 104,Anand Ram,Developer 105,Jane Miller,Sales Manager

You can also print specific fields in a record by passing $field-number as a print command argument. The following example is supposed to print only the employee name (field number 2) of every record.

$ awk '{print $2}' employee.txt Doe,CEO

Smith,IT Reddy,Sysadmin Ram,Developer Miller,Sales

Wait. It didn't work as expected. It printed from the last name until the end of the record. This is because the default field delimiter in Awk is space. Awk did exactly what we asked; it did print the 2nd field considering space as a delimiter. When the default space is used as delimiter, "101,John" became field-1 and "Doe,CEO" became field- 2 of the 1st record. So, the above awk example printed "Doe,CEO" as field-2.

To solve this issue, we should instruct Awk to use comma (,) as field delimiter. Use option -F to indicate the field separator.

$ awk -F ',' '{print $2}' employee.txt John Doe

Jason Smith Raj Reddy Anand Ram Jane Miller

When there is only one character used for delimiter, any of the following forms works, i.e. you can specify the field delimiter within single quotes, or double quotes, or without any quotes as shown below.

awk -F ',' '{print $2}' employee.txt awk -F "," '{print $2}' employee.txt awk -F, '{print $2}' employee.txt

Note: You can also use the FS variable for this purpose. We'll review that in the awk built-in variables section.

A simple report that prints employee name and title with a header and footer:

##### $ awk -F ',' 'BEGIN \

**{ print "-------------\nName\tTitle\n-------------"} \**

**{ print $2,"\t",$3;} \**

**END { print "-------------"; }' employee.txt**

-------------

Name Title

-------------

John Doe CEO

Jason Smith IT Manager Raj Reddy Sysadmin Anand Ram Developer

Jane Miller Sales Manager

-------------

In the above report the fields are not aligned properly. We'll look at how to do that in later sections. The above example does show how you can use BEGIN to print a header, and END to print a footer.

Please note that field $0 represents the whole record. Both of the following examples are the same; each prints the whole lines from employee.txt.

awk '{print}' employee.txt awk '{print $0}' employee.txt

## Pattern Matching

You can execute awk commands only for lines that match a particular pattern.

**For example, the following prints the names and titles of the Managers:**

$ awk -F ',' '/Manager/ {print $2, $3}' employee.txt Jason Smith IT Manager

Jane Miller Sales Manager

**The following example prints the employee name whose Emp id is 102:**

##### $ awk -F ',' '/^102/ {print "Emp id 102 is", $2}' \ employee.txt

Emp id 102 is Jason Smith

# Chapter 9. Awk Built-in Variables

## FS - Input Field Separator

The default field separator recognized by awk is space. If the records in your input file are delimited by anything other than space, you already know that you can specify the input field separator in the awk command line using option -F as shown below.

awk -F ',' '{print $2, $3}' employee.txt

You can also do the same using the FS (field separator) Awk built-in variable. You have to specify the FS in the BEGIN block as shown below.

awk 'BEGIN {FS=","} {print $2, $3}' employee.txt

You can have multiple awk statements in the BEGIN block. In the following example, we have both FS and a print command to print the headers inside the BEGIN block. Multiple commands inside the BEGIN or END block are separated by semi-colon.

awk 'BEGIN { FS=","; \

print "-------------\nName\tTitle\n-------------" } \

{ print $2,"\t",$3; } \

END {print "-------------"}' employee.txt

Please note that the default field separator is not just a single space. It actually matches one or more whitespace characters.

The following employee-multiple-fs.txt file contains three different field separators in each record:

* + , Comma is the field separator after emp id
  + : Colon is the field separator after name
  + % Percentage is the field separator after title

##### Create the file:

$ vi employee-multiple-fs.txt 101,John Doe:CEO%10000

102,Jason Smith:IT Manager%5000 103,Raj Reddy:Sysadmin%4500 104,Anand Ram:Developer%4500 105,Jane Miller:Sales Manager%3000

When you encounter a file that contains different field separators, don't worry, FS can come to your rescue. You can specify MULTIPLE field separators using a regular expression. For example FS = "[,:%]" indicates that the field separator can be , or : or %

So, the following example will print the name and the title from the employee-multiple-fs.txt file that contains different field separators.

##### $ awk 'BEGIN {FS="[,:%]"} {print $2, $3}' \ employee-multiple-fs.txt

John Doe CEO

Jason Smith IT Manager Raj Reddy Sysadmin Anand Ram Developer

Jane Miller Sales Manager

## OFS - Output Field Separator

FS is for input field separator. OFS is for output field separator. OFS is printed between consecutive fields in the output. By default, awk prints the output fields with space between the fields.

Please note that we don't specify IFS for input field separator, we simply refer to it as FS.

The following example prints the name and the salary with space between them. When you use a single print statement to print two

variables by separating them with comma (as shown below), it will print the values of those two variables separated by space.

$ awk -F ',' '{print $2, $3}' employee.txt John Doe CEO

Jason Smith IT Manager Raj Reddy Sysadmin Anand Ram Developer

Jane Miller Sales Manager

If you try to include a colon manually in the print statement between the fields, following will the output. Please note how there is an additional space before and after the colon. That is because, awk is still using space as the output field separator.

The following print statement really printing three values (that are separated by comma) -- $2, :, and $4. As you already know when you use one print statement to print multiple values, the output will contain space in between them.

$ awk -F ',' '{print $2, ":", $3}' employee.txt John Doe : CEO

Jason Smith : IT Manager Raj Reddy : Sysadmin Anand Ram : Developer

Jane Miller : Sales Manager

The right way to do is use the awk built-in variable OFS (output field separator), as shown below. Please note that there is no space before and after the colon in this example, as OFS replaces the default awk OFS (which is space) with the colon.

The following print statement is printing two variables ($2 and $4) separated by comma, however the output will have colon separating them (instead of space), as our OFS is set to colon.

##### $ awk -F ',' 'BEGIN { OFS=":" } \

**{ print $2, $3 }' employee.txt**

John Doe:CEO

Jason Smith:IT Manager Raj Reddy:Sysadmin Anand Ram:Developer

Jane Miller:Sales Manager

Please also note the subtle difference between including a comma vs not including a comma in the print statement (when printing multiple variables). When you specify a comma in the print statement between different print values, awk will use the OFS. In the following example, the default OFS is used, so you'll see a space between the values in the output.

$ awk 'BEGIN { print "test1","test2" }' test1 test2

When you don't separate values with a comma in the print statement, awk will not use the OFS; instead it will print the values with nothing in between.

$ awk 'BEGIN { print "test1" "test2" }' test1test2

## RS - Record Separator

Let us assume that you have the following text file which contains the employee ids and names in a single line.

$ vi employee-one-line.txt

101,John Doe:102,Jason Smith:103,Raj Reddy:104,Anand Ram:105,Jane Miller

In the above example, every record contains two fields (empid and name), and every record is separated by : (instead of a new line). The individual fields (empid and name) in the records are separated by comma.

The default record separator used by awk is new line. If you are trying to print only the employee name, the following will not work for this example.

$ awk -F, '{print $2}' employee-one-line.txt John Doe:102

In the above example, it is treating employee-one-line.txt as one single record, and comma as field delimiter. So, it prints "John Doe:102", as the 2nd field.

If you want awk to treat this as 5 different lines (instead of a single line), and print employee name from each record, then you must specify the record separator as colon : as shown below.

##### $ awk -F, 'BEGIN { RS=":" } \

**{ print $2 }' employee-one-line.txt**

John Doe Jason Smith Raj Reddy Anand Ram Jane Miller

Let us assume that you have the following input file, where the records are separated by a "-" on it's own line. All the fields are on a separate line.

$ vi employee-change-fs-ofs.txt 101

John Doe CEO

- 102

Jason Smith IT Manager

-

103

Raj Reddy Sysadmin

- 104

Anand Ram Developer

- 105

Jane Miller Sales Manager

In the above example, the field separator FS is new line, the record separator RS is "-" followed by a new line. So, if you want to print employee name and salary, you should do the following.

##### $ awk 'BEGIN { FS="\n"; RS="-\n"; OFS=":" } \

**{print $2, $3}' employee-change-fs-ofs.txt**

John Doe:CEO

Jason Smith:IT Manager Raj Reddy:Sysadmin Anand Ram:Developer

Jane Miller:Sales Manager

## ORS - Output Record Separator

RS is for input record separator. ORS is for output record separator.

Please note that we don't specify IRS for input record separator, we simply refer to it as RS.

The following example adds a new line with "---" after each and every line output that is printed. By default, awk uses "\n" as ORS. In this example, we are using "\n---\n" as ORS to get the output as shown below.

##### $ awk 'BEGIN { FS=","; ORS="\n---\n" } \

**{print $2, $3}' employee.txt**

John Doe CEO

---

Jason Smith IT Manager

---

Raj Reddy Sysadmin

---

Anand Ram Developer

---

Jane Miller Sales Manager

---

The following example takes the records in employee.txt, and prints every field in its own line, separating each record with a separate line with "---".

##### $ awk 'BEGIN { FS=","; OFS="\n";ORS="\n---\n" } \

**{print $1,$2,$3}' employee.txt**

101

John Doe CEO

--- 102

Jason Smith IT Manager

--- 103

Raj Reddy Sysadmin

--- 104

Anand Ram Developer

--- 105

Jane Miller Sales Manager

---

## NR - Number of Records

NR is very helpful. When used inside the loop, this gives the line number. When used in the END block, this gives the total number of records in the file.

Even thought NR stands for "Number of Records", it might be appropriate to call this as "Number of the Record", as it really gives you the line number of the current record.

**The following example shows how NR works in the body block, and in the END block:**

##### $ awk 'BEGIN {FS=","} \

**{print "Emp Id of record number",NR,"is",$1;} \**

**END {print "Total number of records:",NR}' employee.txt**

Emp Id of record number 1 is 101 Emp Id of record number 2 is 102 Emp Id of record number 3 is 103 Emp Id of record number 4 is 104 Emp Id of record number 5 is 105 Total number of records: 5

## FILENAME – Current File Name

FILENAME is helpful when you are specifying multiple input-files to the awk program. This will give you the name of the file Awk is currently processing.

##### $ awk '{ print FILENAME }' \ employee.txt employee-multiple-fs.txt employee.txt

employee.txt employee.txt employee.txt employee.txt

employee-multiple-fs.txt employee-multiple-fs.txt employee-multiple-fs.txt employee-multiple-fs.txt employee-multiple-fs.txt

When you read the values from the standard input, FILENAME variable will be set to the value of "-" as shown below. In the following example, since we didn't give any input-file, you should type the record in the standard input.

In this example, I typed the 1st line "John Doe", and awk printed the last two lines. You have to press “Ctrl-C” to stop reading from stdin.

##### $ awk '{print "Last name:", $2; \ print "Filename:", FILENAME}' John Doe

Last name: Doe Filename: -

The above is also true when you pipe the input to awk from another program, as shown below. The following also will print FILENAME as "-".

##### $ echo "John Doe" | awk '{print "Last name:", $2; \ print "Filename:", FILENAME}'

Last name: Doe Filename: -

Note: FILENAME inside the BEGIN block will return empty value "", as the BEGIN block is for the whole awk program, and not for any specific file.

## FNR - File "Number of Record"

We already know that "NR" is "Number of Records" (or "Number of the Record"), which prints the current line number of the file that is getting processed.

How will NR behave when we give have two input files? NR keeps growing between multiple files. When the body block starts processing the 2nd file, NR will not be reset to 1, instead it will continue from the last NR number value of the previous file.

In the following example 1st file has 5 records, 2nd file has 5 records. As you see below, when the body loop is processing the 2nd file, NR starts from 6 (instead of 1). Finally, in the END block, NR gives the total number of records of both the files combined.

##### $ awk 'BEGIN {FS=","} \

**{print FILENAME ": record number",NR,"is",$1;} \ END {print "Total number of records:",NR}' \ employee.txt employee-multiple-fs.txt** employee.txt: record number 1 is 101

employee.txt: record number 2 is 102

employee.txt: record number 3 is 103

employee.txt: record number 4 is 104

employee.txt: record number 5 is 105

employee-multiple-fs.txt: record number 6 is 101

employee-multiple-fs.txt: record number 7 is 102

employee-multiple-fs.txt: record number 8 is 103

employee-multiple-fs.txt: record number 9 is 104

employee-multiple-fs.txt: record number 10 is 105 Total number of records: 10

In the above example, we have two input files (employee.txt and employee-multiple-fs.txt). Each file has 5 records each. So, NR continued incrementing after the 1st file is processed.

FNR will give you record number within the current file. So, when awk finishes executing the body block for the 1st file and starts the body block the next file, FNR will start from 1 again.

##### $ awk 'BEGIN {FS=","} \

**{print FILENAME ": record number",FNR,"is",$1;} \ END {print "Total number of records:",NR}' \ employee.txt employee-multiple-fs.txt** employee.txt: record number 1 is 101

employee.txt: record number 2 is 102

employee.txt: record number 3 is 103

employee.txt: record number 4 is 104

employee.txt: record number 5 is 105

employee-multiple-fs.txt: record number 1 is 101

employee-multiple-fs.txt: record number 2 is 102

employee-multiple-fs.txt: record number 3 is 103

employee-multiple-fs.txt: record number 4 is 104

employee-multiple-fs.txt: record number 5 is 105 Total number of records: 10

**The following example shows both NR and FNR:**

$ vi fnr.awk BEGIN {

FS=","

}

{

printf "FILENAME=%s NR=%s FNR=%s\n", FILENAME, NR, FNR;

}

END {

printf "END Block: NR=%s FNR=%s\n", NR, FNR

}

$ awk -f fnr.awk employee.txt employee-multiple-fs.txt FILENAME=employee.txt NR=1 FNR=1

FILENAME=employee.txt NR=2 FNR=2 FILENAME=employee.txt NR=3 FNR=3 FILENAME=employee.txt NR=4 FNR=4 FILENAME=employee.txt NR=5 FNR=5 FILENAME=employee-multiple-fs.txt NR=6 FNR=1 FILENAME=employee-multiple-fs.txt NR=7 FNR=2 FILENAME=employee-multiple-fs.txt NR=8 FNR=3 FILENAME=employee-multiple-fs.txt NR=9 FNR=4 FILENAME=employee-multiple-fs.txt NR=10 FNR=5 END Block: NR=10 FNR=5

# Chapter 10. Awk Variables and Operators

## Variables

Awk variables should begin with an alphabetic character; the rest of the characters can be numbers, or letters, or underscore. Keywords cannot be used as an awk variable name.

Unlike other programming languages, you don't need to declare an variable to use it. If you wish to initialize an awk variable, it is better to do it in the BEGIN section, which will be executed only once.

There are no data types in Awk. Whether an awk variable is a number or a string depends on the context in which the variable is used in.

#### employee-sal.txt sample file

employee-sal.txt is a comma delimited file that contains 5 employee records in the following format:

employee-number,employee-name,employee-title,salary

**Create the file:**

$ vi employee-sal.txt 101,John Doe,CEO,10000

102,Jason Smith,IT Manager,5000 103,Raj Reddy,Sysadmin,4500 104,Anand Ram,Developer,4500 105,Jane Miller,Sales Manager,3000

The following example shows how to create and use your own variable inside an awk script. In this example, "total" is the user defined Awk variable that is used to calculate the total salary of all the employees in the company.

$ cat total-company-salary.awk BEGIN {

FS=",";

total=0;

}

{

print $2 "'s salary is: " $4; total=total+$4

}

END {

print "---\nTotal company salary = $"total;

}

$ awk -f total-company-salary.awk employee-sal.txt John Doe's salary is: 10000

Jason Smith's salary is: 5000 Raj Reddy's salary is: 4500 Anand Ram's salary is: 4500 Jane Miller's salary is: 3000

---

Total company salary = $27000

## Unary Operators

An operator which accepts a single operand is called a unary operator.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | The number (returns the number itself) |
| - | Negate the number |
| ++ | Auto Increment |
| -- | Auto Decrement |

The following example negates the number using unary operator minus:

$ awk -F, '{print -$4}' employee-sal.txt

-10000

-5000

-4500

-4500

-3000

The following example demonstrates how plus and minus unary operators affect negative numbers stored in a text file:

$ vi negative.txt

-1

-2

-3

$ awk '{print +$1}' negative.txt

-1

-2

-3

$ awk '{print -$1}' negative.txt 1

2

3

#### Auto Increment and Auto Decrement

Auto increment and auto decrement operators change the associated variable's value; when used inside an expression their interpreted value can be either 'pre' or 'post' the change of value.

Pre means you'll add ++ (or --) *before* the variable name. This will first increase (or decrease) the value of the variable by one, and then execute the rest of the statement in which it is used.

Post means you'll add ++ (or --) *after* the variable name. This will first execute the containing statement and then increase (or decrease) the value of the variable by one.

**Example of pre-auto-increment:**

$ awk -F, '{print ++$4}' employee-sal.txt 10001

5001

4501

4501

3001

**Example of pre-auto-decrement:**

$ awk -F, '{print --$4}' employee-sal.txt 9999

4999

4499

4499

2999

**Example of post-auto-increment:**

(since ++ is in the print statement the original value is printed):

$ awk -F ',' '{print $4++}' employee-sal.txt 10000

5000

4500

4500

3000

**Example of post-auto-increment:**

(since ++ is in a separate statement the resulting value is printed):

$ awk -F ',' '{$4++; print $4}' employee-sal.txt 10001

5001

4501

4501

3001

**Example of post-auto-decrement:**

(since -- is in the print statement the original value is printed):

$ awk -F ',' '{print $4--}' employee-sal.txt 10000

5000

4500

4500

3000

**Example of post-auto-decrement:**

(since -- is in a separate statement the resulting value is printed):

$ awk -F ',' '{$4--; print $4}' employee-sal.txt 9999

4999

4499

4499

2999

The following useful example displays the total number of users who have a login shell, i.e. who can log in to the system and reach a command prompt.

* + This uses the post-increment unary operator (although since the variable is not printed till the END block pre-increment would produce the same result).
  + The body block of this script includes a pattern match so that the contained code executes only if the last field of the line contains the pattern /bin/bash.
  + Note: Regular expressions should be enclosed between // but that means that the frontslash (/) character must be escaped in the regular expression so that it is not interpreted as the end-of-expression.
  + When a line matches, variable ‘n’ gets incremented by one. The final value is printed from the END block.

**Example: Print number of shell users.**

$ awk -F ':' '$NF ~ /\/bin\/bash/ { n++ }; END { print n }' /etc/passwd

2

## Arithmetic Operators

An operator that accepts two operands is called a binary operator. There are different kinds of binary operators that are classified based on usage. (arithmetic, string, assignment, etc.)

The following operators are used for performing arithmetic calculations.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + | Addition |
| - | Subtraction |
| \* | Multiplication |
| / | Division |
| % | Modulo Division |

The following example shows the usage of the binary operators +, -, \* and /

This examples does two things:

1. Reduces the price of every single item by 20%
2. Reduces the quantity of every single item by 1.

**Create and run awk arithmetic example:**

$ vi arithmetic.awk BEGIN {

FS=",";

OFS=",";

item\_discount=0;

}

{

item\_discount=$4\*20/100;

print $1,$2,$3,$4-item\_discount,$5-1

}

$ awk -f arithmetic.awk items.txt 101,HD Camcorder,Video,168,9 102,Refrigerator,Appliance,680,1 103,MP3 Player,Audio,216,14 104,Tennis Racket,Sports,152,19 105,Laser Printer,Office,380,4

The following example prints all the even numbered lines from the input file. The row number of each line is checked to see if it is a multiple of 2, and if so the default operation (print the whole line) is executed.

**Demonstrate modulo division:**

$ awk 'NR % 2 == 0' items.txt 102,Refrigerator,Appliance,850,2 104,Tennis Racket,Sports,190,20

## String Operator

(space) is a string operator that does string concatenation.

In the following example, string concatenation happens at three locations. In the statement "string3=string1 string2", string3 contains the concatenated value of string1 and string2. Each print statement does a string concatenation with a static string and an awk variable.

Note: This operator is why you must separate the values in a print statement with a comma if you want to print the OFS in between. If you do not include a comma to separate the values, the values are concatenated instead.

$ cat string.awk BEGIN {

FS=",";

OFS=",";

string1="Audio"; string2="Video"; numberstring="100"; string3=string1 string2;

print "Concatenate string is:" string3; numberstring=numberstring+1;

print "String to number:" numberstring;

}

$ awk -f string.awk items.txt Concatenate string is:AudioVideo String to number:101

## Assignment Operators

Just like most other programming languages, awk uses = as the assignment operator. Like C, awk also supports shortcut assignment operators that modify a variable rather than replacing its value.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| = | Assignment |
| += | Shortcut addition assignment |

|  |  |
| --- | --- |
| -= | Shortcut subtraction assignment |
| \*= | Shortcut multiplication assignment |
| /= | Shortcut division assignment |
| %= | Shortcut modulo division assignment |

The following example shows how to use the assignment operators:

$ cat assignment.awk BEGIN {

FS=",";

OFS=",";

total1 = total2 = total3 = total4 = total5 = 10; total1 += 5; print total1;

total2 -= 5; print total2; total3 \*= 5; print total3; total4 /= 5; print total4; total5 %= 5; print total5;

}

$ awk -f assignment.awk 15

5

50

2

0

The following example uses the += shortcut assignment operator.

**Display the total amount of inventory available across all items:**

$ awk -F ',' 'BEGIN { total=0 } { total+=$5 } END

{print "Total Quantity: " total}' items.txt Total Quantity: 52

The next example counts the total number of fields in a file. The awk script matches all lines and keeps adding the number of fields in each line using the shortcut addition assignment operator. The number of fields seen so far is kept in a variable named ‘total’. Once the input file is processed, the END block is executed, which prints the total number of fields.

**Count total number of fields in items.txt:**

$ awk -F ',' 'BEGIN { total=0 } { total += NF }; END

{ print total }' items.txt 25

## Comparison Operators

Awk supports the standard comparison operators that are listed below.

|  |  |
| --- | --- |
| **Operator** | **Description** |
| > | Is greater than |
| >= | Is greater than or equal to |
| < | Is less than |
| <= | Is less than or equal to |
| == | Is equal to |
| != | Is not equal to |
| && | Both the conditional expressions are true |
| || | Either one of the conditional expressions is true |

A note on the following examples: If you don't specify any action, awk will print the whole record if it matches the conditional comparison.

The following example uses <= condition. This displays all the items that are under the critical inventory level of 5:

$ awk -F "," '$5 <= 5' items.txt 102,Refrigerator,Appliance,850,2 105,Laser Printer,Office,475,5

The following example uses == condition. This displays the record with the item number 103:

$ awk -F "," '$1 == 103' items.txt 103,MP3 Player,Audio,270,15

Note: don't confuse the == (exact match) operator with = (Assignment).

Print only the description of the item with number 103:

$ awk -F "," '$1 == 103 {print $2}' items.txt MP3 Player

The following example uses != condition. This prints all items except those in the category Video:

$ awk -F "," '$3 != "Video"' items.txt 102,Refrigerator,Appliance,850,2 103,MP3 Player,Audio,270,15

104,Tennis Racket,Sports,190,20 105,Laser Printer,Office,475,5

Same as above, but prints only the item description:

$ awk -F "," '$3 != "Video" {print $2}' items.txt Refrigerator

MP3 Player Tennis Racket Laser Printer

The following example uses && (AND operator) to check two conditions. This prints the record where the cost is under 900 AND the quantity is less than or equal to the critical inventory level of 5.

$ awk -F "," '$4 < 900 && $5 <= 5' items.txt 102,Refrigerator,Appliance,850,2

105,Laser Printer,Office,475,5

Same as above, but prints only the item description:

$ awk -F "," '$4 < 900 && $5 <= 5 {print $2}' items.txt Refrigerator

Laser Printer

The following example uses || (OR operator) to check two conditions. This prints records where the cost is less than 900 OR the quantity is at or under the critical inventory level of 5.

$ awk -F "," '$4 < 900 || $5 <= 5' items.txt 101,HD Camcorder,Video,210,10 102,Refrigerator,Appliance,850,2

103,MP3 Player,Audio,270,15 104,Tennis Racket,Sports,190,20 105,Laser Printer,Office,475,5

Same as above. But prints only the item description:

$ awk -F "," '$4 < 900 || $5 <= 5 {print $2}' items.txt HD Camcorder

Refrigerator MP3 Player Tennis Racket Laser Printer

The following example uses > (Greater than) condition. This example displays the uid (and the full line) from the /etc/passwd that has the highest USER ID value. This awk script keeps track of the largest number (of field3) in the variable ‘maxuid’ and keeps a copy of the corresponding line in the variable ‘maxline’. Once it has looped over all the lines, it prints the uid and the line.

##### $awk -F ':' '$3 > maxuid { maxuid=$3; maxline=$0 }; \ END { print maxuid, maxline }' /etc/passwd

112 gdm:x:112:119:Gnome Display Manager:/var/lib/gdm:/bin/false

The following example uses == condition. This example prints every line from the /etc/passwd file that has the same USER ID and GROUP ID. This awk script prints the line only if $3 (USER ID) and $4 (GROUP ID) are equal.

$ awk -F ':' '$3==$4' /etc/passwd

gnats:x:41:41:Gnats Bug-Reporting System (admin):/var/lib/gnats:/bin/sh

The following example uses >= and && conditions. This example prints any line from /etc/passwd where the USER ID >= 100 AND the user's shell is /bin/sh.

$ awk -F ':' '$3>=100 && $NF ~ /\/bin\/sh/' /etc/passwd libuuid:x:100:101::/var/lib/libuuid:/bin/sh

The following example uses == condition. This example prints all the lines from /etc/passwd that doesn't have a comment (field 5).

$ awk -F ':' '$5 == "" ' /etc/passwd libuuid:x:100:101::/var/lib/libuuid:/bin/sh syslog:x:101:102::/home/syslog:/bin/false saned:x:110:116::/home/saned:/bin/false

## Regular Expression Operators

|  |  |
| --- | --- |
| **Operator** | **Description** |
| ~ | Match operator |
| !~ | No Match operator |

When you use the == condition, awk looks for a full match. The following example doesn't print anything, as none of the 2nd fields in the items.txt file exactly matches the keyword "Tennis". "Tennis Racket" is not a full match.

**Print lines where field two *is* “Tennis”:**

awk -F "," '$2 == "Tennis"' items.txt

When you use the match operator ~, awk looks for a partial match,

* 1. it looks for a field that “contains” the match string.

**Print lines where field two *contains* “Tennis”:**

$ awk -F "," '$2 ~ "Tennis"' items.txt 104,Tennis Racket,Sports,190,20

The !~ operator is the opposite of ~, i.e. “does not contain”.

**Print lines where field two does not contain “Tennis”:**

$ awk -F "," '$2 !~ "Tennis"' items.txt 101,HD Camcorder,Video,210,10 102,Refrigerator,Appliance,850,2 103,MP3 Player,Audio,270,15

105,Laser Printer,Office,475,5

The next example prints the total number of users who use /bin/bash as their shell. In this awk script, when the last field of a line contains the pattern "/bin/bash", the awk variable ‘n’ gets incremented by one.

$ awk -F ':' '$NF ~ /\/bin\/sh/ { n++ }; END { print n }' /etc/passwd

2

# Chapter 11. Awk Conditional Statements and Loops

Awk supports conditional statements to control the flow of the program. Most of the Awk conditional statement syntax is similar to the ‘C’ programming language conditional statements.

Awk supports the following three kinds of if statements.

* + - Awk Simple If statement
* Awk If-Else statement
* Awk If-ElseIf-Ladder

## Simple If Statement

The simple if statement tests a condition, and if the condition returns true, performs the corresponding action(s).

#### Single Action

**Syntax:**

if (conditional-expression) action

* + if is a keyword
  + conditional-expression represents the condition to be tested
  + action is an awk statement to perform

#### Multiple Actions

If more than one action needs to be performed when the condition is true, those actions should be enclosed in curly braces. The individual actions (awk statements) should be separated by new line or semicolon as shown below.

**Syntax:**

if (conditional-expression)

{

action1; action2;

}

If the condition is true, all the actions enclosed in braces will be performed in the given order. After all the actions are performed, awk continues to execute the next statement.

**Print all the items with quantity <=5:**

##### $ awk -F "," '{ if ($5 <= 5) \

**print "Only",$5,"qty of",$2, "is available"; }' \ items.txt**

Only 2 qty of Refrigerator is available Only 5 qty of Laser Printer is available

You can also have multiple conditional operators in an if statement as shown below. This example prints all the items with price between 500 and 1000, and the total quantity <= 5

##### $ awk -F "," \

**'{ if ( ($4 >= 500 && $4 <= 1000) && ($5 <= 5)) \**

**print "Only",$5,"qty of",$2,"is available";}' items.txt**

Only 2 qty of Refrigerator is available

## If Else Statement

In the awk "If Else" statement you can also provide list of actions to perform if the condition is false. In the following syntax, if the condition is true action1 will be performed, if the condition is false action 2 will be performed.

**Syntax:**

if (conditional-expression)

action1 else

action2

Awk also has a conditional operator, the 'ternary operator' ( ?: ) which works like the equivalent one in C.

Just like in the if-else statement, if the conditional-expression is true action1 will be performed, and if the conditional-expression is false action2 will be performed.

**Ternary Operator Syntax:**

conditional-expression ? action1 : action2 ;

The following example displays the message "Buy More" when the total quantity is <= 5, and prints "Sell More" when the total quantity is not <=5.

$ cat if-else.awk BEGIN {

FS=",";

}

{

if ( $5 <= 5 )

print "Buy More: Order", $2, "immediately!" else

print "Sell More: Give discount on", $2, "immediately!"

}

$ awk -f if-else.awk items.txt

Sell More: Give discount on HD Camcorder immediately! Buy More: Order Refrigerator immediately!

Sell More: Give discount on MP3 Player immediately! Sell More: Give discount on Tennis Racket immediately!

Buy More: Order Laser Printer immediately!

The following example uses the ternary operator to concatenate every 2 lines from the items.txt file, with a comma in between.

We discussed the awk ORS (output record separator) built-in variable earlier. In this example, the value of ORS is changed back and forth between comma and newline. When the line number modulo 2 (NR

%2) produces a remainder (i.e. for odd lines) ORS is set to comma; otherwise it's a newline. So, lines 1 and 2 combine and print as a single line, lines 3 and 4 combine and print as a single line, and line 5 prints by itself, with a comma and no newline character.

**Print concatenated pairs of records:**

$ awk 'ORS=NR%2?",":"\n"' items.txt

101,HD Camcorder,Video,210,10,102,Refrigerator,Appliance,850,2 103,MP3 Player,Audio,270,15,104,Tennis Racket,Sports,190,20 105,Laser Printer,Office,475,5,

## While Loop

Awk looping statements are used to perform a set of actions again and again in succession. Awk keeps executing a statement as long as the loop condition is true. Just like a C program, awk supports various looping statements.

First, let us look at the While loop statement.

**Syntax:**

while(condition) actions

* + while is awk keyword.
  + condition is conditional expression.
  + actions are the body of the while loop. If there are more than one action, the actions must be enclosed within curly braces.

The awk while loop checks the condition first; if the condition is true, it executes the actions. After executing all the actions, the condition is checked again, and if it is true, the actions are performed again.

This process is repeated until the condition becomes false.

Please note that if the condition returns false in the first iteration, the actions are never executed.

The example below uses the BEGIN block that gets executed before anything else in an Awk program. The awk while loop appends the character ‘x’ to the variable ‘string’ 50 times. The variable count is post-incremented each time it is checked, and the actions are performed if it was less than 50 before being incremented. So the loop executes exactly 50 times. After the loop, the value of the ‘string’ variable is printed.

##### $ awk 'BEGIN \

**{ while (count++<50) string=string "x"; print string }'**

xxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxxx

The following awk program prints the total number of items sold from the items-sold.txt file for each item.

For each line, the program has to add the values of field 2 through field 7. (Field 1 is the item number so its value is not added to the total). So, the while condition starts from 2nd field (as i=2 before while), and checks whether it has reached the last field in the record (i <= NF). N represents the total number of fields in the record.

$ cat while.awk

{

i=2; total=0; while (i <= NF) {

total = total + $i; i++;

}

print "Item", $1, ":", total, "quantities sold";

}

$ awk -f while.awk items-sold.txt Item 101 : 47 quantities sold

Item 102 : 10 quantities sold

Item 103 : 65 quantities sold

Item 104 : 20 quantities sold

Item 105 : 42 quantities sold

## Do-While Loop

The awk while loop is an entry-controlled loop, as the condition is checked at the entry. The do-while loop is an exit-controlled loop; the condition is checked at exit. The do-while loop always executes at least once; it repeats as long as the condition is true.

**Syntax:**

do action

while(condition)

In the example below, the print statement is executed exactly once because we ensure that the condition will be false. If this were a while statement, with the same initialization and condition, the actions would not be executed at all.

$ awk 'BEGIN{ count=1;

do

print "This gets printed at least once"; while(count!=1)

}'

This gets printed at least once

The following awk program prints the total number of quantities sold from the items-sold.txt file for each item. The output of this program is exactly the same as the while.awk program, but this uses do-while.

$ cat dowhile.awk

{

i=2; total=0; do

{

total = total + $i; i++;

} while (i <= NF)

print "Item", $1, ":", total, "quantities sold";

}

$ awk -f dowhile.awk items-sold.txt Item 101 : 47 quantities sold

Item 102 : 10 quantities sold

Item 103 : 65 quantities sold

Item 104 : 20 quantities sold

Item 105 : 42 quantities sold

## For Loop Statement

The awk for statement is functionally the same as the awk while loop, but the for statement syntax is much easier to use.

**Syntax:**

for(initialization;condition;increment/decrement) actions

The awk for statement starts by executing initialization, then checks the condition; if the condition is true, it executes the actions, then does the increment or decrement. As long as the condition is true, awk repeatedly executes the action and then the increment/decrement.

The following example prints the sum of fields in a line. Initially the variable i is initialized to 1; if i is less than or equal to the total number of fields, the current field is added to the total; I is incremented and the test is repeated.

##### $ echo "1 2 3 4" | awk \

**'{ for (i = 1; i <= NF; i++) total = total+$i }; \ END { print total }'**

10

The following example prints all the fields in the file in the reverse order using a for loop. Please note that this uses decrement rather than increment in the for loop.

Note: After reading in each line, Awk sets the NF variable to the number of fields found on that line.

This example loops in reverse order starting from NF to 1 and outputs the fields one by one. It starts with field $NF, then $(NF-1),…, $1.

After that it prints a newline character.

**Reverse For Example:**

$ cat forreverse.awk BEGIN {

ORS="";

}

{

for (i=NF; i >0; i--) print $i," "

print "\n";

}

$ awk -f forreverse.awk items-sold.txt

|  |  |
| --- | --- |
| 12 10 8 | 5 10 2 101 |
| 2 0 3 4 | 1 0 102 |
| 13 5 20 | 11 6 10 103 |
| 5 6 0 4 | 3 2 104 |

6 12 7 5 2 10 105

Now we will present the for-loop version of the program we used to print the total quantity sold for each item in the items-sold.txt file. We previously showed a while-loop and do-while-loop version.

$ cat for.awk

{

total=0;

for (i=2; i <= NF; i++) total = total + $i;

print "Item", $1, ":", total, "quantities sold";

}

$ awk -f for.awk items-sold.txt Item 101 : 47 quantities sold

Item 102 : 10 quantities sold

Item 103 : 65 quantities sold

Item 104 : 20 quantities sold

Item 105 : 42 quantities sold

## Break Statement

The break statement is used for jumping out of the innermost loop (while, do-while, or for loop) that encloses it. Please note that the break statement has meaning only if you use it with in the loop.

The following example prints any item number that has a month with no sold items, i.e. that has 0 for any one of the values field2 through field7.

$ cat break.awk

{

i=2; total=0; while (i++ <= NF)

if ($i == 0) {

print "Item", $1, "had a month with no item sold" break;

}

}

$ awk -f break.awk items-sold.txt

Item 102 had a month with no item sold Item 104 had a month with no item sold

If you execute the following command, press Ctrl-C to stop the script and break out of it.

$ awk 'BEGIN{while(1) print "forever"}'

The above awk while loop prints the string “forever” forever, because the condition never fails. Usually this is not a good thing—although forever loops are used in process control or operating system applications!

Let us modify the loop so that it executes exactly ten times and is terminated by a break statement.

$ awk 'BEGIN{ x=1;

while(1)

{

print "Iteration"; if ( x==10 ) break;

x++;

}}'

The above command produces the following output:

Iteration

Iteration Iteration Iteration Iteration Iteration Iteration Iteration Iteration Iteration

## Continue Statement

The continue statement skips over the rest of the loop body causing the next cycle around the loop to begin immediately. Please note that the continue statement has meaning only if you use it with in the loop.

The following awk program prints the total number of quantities sold from the items-sold.txt file for each item. The output of this program is exactly same as the while.awk, dowhile.awk, and for.awk program, but this uses the while loop with continue instead of starting the loop at 2.

$ cat continue.awk

{

i=1;

total=0;

while (i++ <= NF) { if (i == 1) continue; total = total + $i;

}

print "Item", $1, ":", total, "quantities sold";

}

$ awk -f continue.awk items-sold.txt

Item 101 : 47 quantities sold

Item 102 : 10 quantities sold

Item 103 : 65 quantities sold

Item 104 : 20 quantities sold

Item 105 : 42 quantities sold

The following awk script prints the value of x at each iteration except the 5th, where a continue statement skips the printing.

$ awk 'BEGIN{ x=1;

while(x<=10)

{

if(x==5){ x++;

continue;

}

print "Value of x",x;x++;

}

}'

The above command produces the following output.

Value of x 1 Value of x 2 Value of x 3 Value of x 4 Value of x 6 Value of x 7 Value of x 8 Value of x 9 Value of x 10

## Exit Statement

The exit statement causes the script to immediately stop executing the current commands, and also ignores the remaining lines from the input file.

Exit accepts any integer as an argument which will be the exit status code for the awk process. If no argument is supplied, exit returns status zero.

The following awk script exits during the 5th iteration. Since the print statement is after the exit statement, the value of x is printed only till 4, and once it reaches 5 awk exits.

$ awk 'BEGIN{ x=1;

while(x<=10)

{

if(x==5){ exit;}

print "Value of x",x;x++;

}

}'

The above command produces the following output.

Value of x 1 Value of x 2 Value of x 3 Value of x 4

The following example prints the first item number that has a month when no items were sold. This is similar to the break.awk example, except that it exits when it finds a month with no sales for an item, rather than going on to look at the other items.

$ cat exit.awk

{

i=2; total=0; while (i++ <= NF) if ($i == 0) {

print "Item", $1, "had a month with no item sold" exit;

}

}

$ awk -f exit.awk items-sold.txt

Item 102 had a month with no item sold

Note: Item 104 also had a month with no item sold. But, it was not displayed above, as we used exit in the while loop.

# Chapter 12. Awk Associative Arrays

## Assigning Array Elements

Arrays in awk are extremely powerful when compared to the traditional arrays that you might have used in other programming languages.

In Awk, arrays are associative, i.e. an array contains multiple index/value pairs. The index doesn't need to be a continuous set of numbers; in fact it can be a string or a number, and you don't need to specify the size of the array.

**Syntax:**

arrayname[string]=value

* + arrayname is the name of the array.
  + string is the index of an array.
  + value is any value assigning to the element of the array.

#### Accessing elements of the AWK array

If you want to access a particular element in an array, you use the format arrayname[index], which gives you the value assigned to that index.

**The following is a simple array assignment example:**

$ cat array-assign.awk BEGIN {

item[101]="HD Camcorder"; item[102]="Refrigerator"; item[103]="MP3 Player"; item[104]="Tennis Racket"; item[105]="Laser Printer";

item[1001]="Tennis Ball"; item[55]="Laptop"; item["na"]="Not Available"; print item["101"];

print item[102]; print item["103"]; print item[104]; print item["105"]; print item[1001]; print item[55]; print item["na"];

}

$ awk -f array-assign.awk HD Camcorder

Refrigerator MP3 Player Tennis Racket Laser Printer Tennis Ball Laptop

Not Available

Please note the following in the above example:

* + Array indexes are not in sequence. It didn't even have to start from 0 or 1. It really started from 101 .. 105, then jumped to 1001, then came down to 55, then it had a string index "na".
  + Array indexes can be string. The last item in this array has an index string. i.e. "na" is the index.
  + You don't need to initialize or even define the array in awk; you don't need to specify the total array size before you have to use it.
  + The naming convention of an awk array is same as the naming convention of an awk variable.

From awk's point of view, the index of the array is always a string. Even when you pass a number for the index, awk will treat it as string index. Both of the following are the same.

item[101]="HD Camcorder" item["101"]="HD Camcorder"

## Referring to Array Elements

You can directly print an array element using print command as shown below, or you can assign the array item to another variable for additional manipulation inside awk program.

print item[101] x=item[105]

If you refer to an array element that doesn't exist, awk will automatically create that array element with the given index, and assign null value to it. If you want to avoid this, check if the index is valid before accessing the array element.

You can check whether a particular array index exists by using the following if condition syntax. This will return true, if the index exists in the array.

if ( index in array-name )

**The following is a simple array reference example:**

$ cat array-refer.awk BEGIN {

x = item[55];

if ( 55 in item )

print "Array index 55 contains",item[55]; item[101]="HD Camcorder";

if ( 101 in item )

print "Array index 101 contains",item[101]; if ( 1010 in item )

print "Array index 1010 contains",item[1010];

}

$ awk -f array-refer.awk Array index 55 contains

Array index 101 contains HD Camcorder

In the above example:

* + item[55] is not assigned with any value earlier. But it is referred in "x = item[55]", so awk will automatically create this array element with null value.
  + item[101] is assigned a value. So, when you check for index 101, it is present.
  + item[1010] does not exist. So, when you check for index 1010, it is not present.

## Browse the Array using For Loop

If you want to access all the array elements, you can use a special instance of the for loop to go through all the indexes of an array:

**Syntax:**

for (var in arrayname) actions

* + var is any variable name
  + in is a keyword
  + arrayname is the name of the array.
  + actions are list of awk statements to be executed. If you want to execute more than one action, it has to be enclosed within braces. The loop executes list of actions for each element in the array, by setting the variable var to the index of the corresponding element.

In the following example:

In "for (x in item)", x can be any variable, which holds the index.

Please note that we don't have any conditions to verify how many times the condition should loop through. We really don't care how many items are there in the array, as the awk for loop will automatically take care of it, and loop through all the items before exiting the for loop.

The following is a simple for loop example that loops through all the elements in the item array and prints it.

$ cat array-for-loop.awk BEGIN {

item[101]="HD Camcorder"; item[102]="Refrigerator"; item[103]="MP3 Player"; item[104]="Tennis Racket"; item[105]="Laser Printer"; item[1001]="Tennis Ball"; item[55]="Laptop"; item["na"]="Not Available";

for (x in item) print item[x];

}

$ awk -f array-for-loop.awk Laptop

HD Camcorder Refrigerator MP3 Player Tennis Racket Laser Printer Not Available Tennis Ball

## Delete Array Element

If you want to remove an element from a particular index of an array, use awk delete statement. Once you delete an element from an awk array, you can no longer obtain its value.

**Syntax:**

delete arrayname[index];

The loop command below removes all elements from an array.

for (var in array) delete array[var]

In GAWK, you can specify the following single command to delete all the elements from an array.

delete array

Also, as shown in the example below, item[103]="" does not delete the array element. It just stores null values in it.

$ cat array-delete.awk BEGIN {

item[101]="HD Camcorder"; item[102]="Refrigerator"; item[103]="MP3 Player"; item[104]="Tennis Racket"; item[105]="Laser Printer"; item[1001]="Tennis Ball"; item[55]="Laptop"; item["na"]="Not Available";

delete item[102]; item[103]="";

delete item[104]; delete item[1001]; delete item["na"];

for (x in item)

print "Index",x,"contains",item[x];

}

$ awk -f array-delete.awk Index 55 contains Laptop

|  |  |  |
| --- | --- | --- |
| Index | 101 | contains HD Camcorder |
| Index | 103 | contains |
| Index | 105 | contains Laser Printer |

## Multi Dimensional Array

Awk has only one dimensional array. But, the beauty of awk is that you can simulate a multi dimensional array using the single dimensional array itself.

Suppose you want to create the following 2 x 2 multi dimensional array.

10 20

30 40

In the above example, item at location "1,1" is 10, item at location "1,2" is 20, etc. Do the following to assign 10 to location "1,1".

item["1,1"]=10

Even though you've given "1,1" as index, it is not two indexes. It is just one index with the string "1,1". So, in the above example, you are really storing the value 10 at a single dimensional array with index "1,1".

$ cat array-multi.awk BEGIN {

item["1,1"]=10;

item["1,2"]=20;

item["2,1"]=30;

item["2,2"]=40;

for (x in item) print item[x];

}

$ awk -f array-multi.awk 10

20

30

40

Now, what happens when you don't enclose the indexes within quotes? i.e. item[1,1] (instead of item["1,1"]), as shown in the example below.

$ cat array-multi2.awk BEGIN {

item[1,1]=10;

item[1,2]=20;

item[2,1]=30;

item[2,2]=40;

for (x in item) print item[x];

}

$ awk -f array-multi2.awk 30

40

10

20

The above sample program will still work. But, there is a difference. In a multi-dimensional awk array, when you don't enclose the indexes within quotes, awk uses a subscript separator with default value of "\034".

When you specify item[1,2], it will be translated to item["1\0342"]. Awk will combine both the subscripts using \034 in between and convert them to string.

When you specify item["1,2"], it will not be translated, as it will be treated just as a one dimensional array with no subscripts.

This is demonstrated in the example below.

$ cat array-multi3.awk BEGIN {

item["1,1"]=10;

item["1,2"]=20;

item[2,1]=30;

item[2,2]=40;

for (x in item)

print "Index",x,"contains",item[x];

}

$ awk -f array-multi3.awk Index 1,1 contains 10

Index 1,2 contains 20

Index 2#1 contains 30

Index 2#2 contains 40

In the above example:

* + Indexes "1,1" and "1,2" are enclosed in quotes. So, this is treated as a one dimensional array index, no subscript separator is used by awk. So, the index gets printed as is.
  + Indexes 2,1 and 2,2 are not enclosed in quotes. So, this is treated as a multi-dimensional array index, and awk uses a subscript separator. So, the index is "2\0341" and "2\0342", which is printed with the non-printable character "\034" between the subscripts.

## SUBSEP - Subscript Separator

You can change the default subscript separator to anything you like using the SUBSEP variable. In the following example, SUBSEP is set to colon.

$ cat array-multi4.awk BEGIN {

SUBSEP=":";

item["1,1"]=10;

item["1,2"]=20;

item[2,1]=30;

item[2,2]=40;

for (x in item)

print "Index",x,"contains",item[x];

}

$ awk -f array-multi4.awk Index 1,1 contains 10

Index 1,2 contains 20

Index 2:1 contains 30

Index 2:2 contains 40

In the above example, indexes "1,1" and "1,2" didn't use the SUBSEP because they were enclosed in quotes.

So, for a multi-dimensional awk array, the best practice is not to enclose any of the indexes within quotes, as shown below.

$ cat array-multi5.awk BEGIN {

SUBSEP=":";

item[1,1]=10;

item[1,2]=20;

item[2,1]=30;

item[2,2]=40;

for (x in item)

print "Index",x,"contains",item[x];

}

$ awk -f array-multi5.awk Index 1:1 contains 10

Index 1:2 contains 20

Index 2:1 contains 30

Index 2:2 contains 40

## Sort Array Values using asort

The asort function sorts the array values and stores them in indexes from 1 through n. Where n is the total number of elements in the array.

Suppose you have two elements in the array: item["something"]="B - I'm big b" and item["notsure"]="A - I'm big a". After an asort function call, the array will be sorted based on the values to: item[1]="A - I'm big a" and item[2]="B - I'm big b".

In the following example, we have array indexes with various non- consecutive numbers and strings. After the asort, the array values

will be sorted and stored in the indexes 1,2,3,4,... Please note that asort returns the total number of items in the array.

$ cat asort.awk BEGIN {

item[101]="HD Camcorder"; item[102]="Refrigerator"; item[103]="MP3 Player"; item[104]="Tennis Racket"; item[105]="Laser Printer"; item[1001]="Tennis Ball"; item[55]="Laptop"; item["na"]="Not Available";

print "------Before asort------" for (x in item)

print "Index",x,"contains",item[x]; total = asort(item);

print "------After asort------" for (x in item)

print "Index",x,"contains",item[x]; print "Return value from asort:", total;

}

$ awk -f asort.awk

------Before asort------ Index 55 contains Laptop

Index 101 contains HD Camcorder Index 102 contains Refrigerator Index 103 contains MP3 Player Index 104 contains Tennis Racket Index 105 contains Laser Printer Index na contains Not Available

Index 1001 contains Tennis Ball

------After asort------ Index 4 contains MP3 Player

Index 5 contains Not Available Index 6 contains Refrigerator Index 7 contains Tennis Ball Index 8 contains Tennis Racket Index 1 contains HD Camcorder Index 2 contains Laptop

Index 3 contains Laser Printer Return value from asort: 8

In the above example, after the asort, the array elements are not printed from indexes 1 through 8. Instead, it is random. You can print them from 1 through 8 as shown in the example below.

$ cat asort1.awk BEGIN {

item[101]="HD Camcorder"; item[102]="Refrigerator"; item[103]="MP3 Player"; item[104]="Tennis Racket"; item[105]="Laser Printer"; item[1001]="Tennis Ball"; item[55]="Laptop"; item["na"]="Not Available";

total = asort(item);

for (i=1; i<= total; i++)

print "Index",i,"contains",item[i];

}

$ awk -f asort1.awk

Index 1 contains HD Camcorder

Index 2 contains Laptop

Index 3 contains Laser Printer Index 4 contains MP3 Player Index 5 contains Not Available Index 6 contains Refrigerator Index 7 contains Tennis Ball Index 8 contains Tennis Racket

As you may have noticed in the above examples, once asort is executed, you'll lose the original indexes forever. So, instead of overwriting the original array with the new indexes, you might want to create a new array with the new indexes.

In the following example, the original array "item" is not modified. Instead, the "itemnew" array will contain the new indexes. i.e. itemnew[1], itemnew[2], itemnew[3], etc.

total = asort(item, itemnew);

Again, remember that asort sorts the array values. But, instead of using the original indexes, it uses new indexes from 1 through n. Original indexes are lost.

## Sort Array Indexes using asorti

Just like sorting array values, you can take all the array indexes, sort them, and store them in a new array using asorti.

The following example shows how asorti differs from asort. Keep the following in mind:

* + asorti sorts the indexes (not the values) and stores them as values.
  + If you specify asorti(state), you'll lose the original values. i.e. the indexes will now become the values. So, to be on safe side, always specify two parameters to the asorti function. i.e. asorti(state,stateabbr). This way, the original array (state), it not overwritten.

$ cat asorti.awk BEGIN {

state["TX"]="Texas"; state["PA"]="Pennsylvania"; state["NV"]="Nevada"; state["CA"]="California"; state["AL"]="Alabama";

print "----- Function: asort -----" total = asort(state,statedesc);

for (i=1; i<= total; i++)

print "Index",i,"contains",statedesc[i];

print "----- Function: asorti -----" total = asorti(state,stateabbr);

for (i=1; i<= total; i++)

print "Index",i,"contains",stateabbr[i];

}

$ awk -f asorti.awk

----- Function: asort ----- Index 1 contains Alabama Index 2 contains California Index 3 contains Nevada

Index 4 contains Pennsylvania Index 5 contains Texas

----- Function: asorti ----- Index 1 contains AL

Index 2 contains CA Index 3 contains NV Index 4 contains PA Index 5 contains TX

# Chapter 13. Additional Awk Commands

## Pretty Printing Using printf

Printf is very flexible and makes report printing job relatively easier by allowing you to print the output in the way you want it.

**Syntax:**

printf "print format", variable1, variable2, etc.

#### Special Characters in the printf Format

Following are some of the special characters that can be used inside a printf.

|  |  |
| --- | --- |
| **Special Character** | **Description** |
| \n | New Line |
| \t | Tab |
| \v | Vertical Tab |
| \b | Backspace |
| \r | Carriage Return |
| \f | Form Feed |

The following prints "Line 1" and "Line 2" in separate lines using newline:

$ awk 'BEGIN { printf "Line 1\nLine 2\n" }' Line 1

Line 2

The following prints different fields separated by tabs, with 2 tabs after "Field 1":

##### $ awk 'BEGIN \

**{ printf "Field 1\t\tField 2\tField 3\tField 4\n" }'**

Field 1 Field 2 Field 3 Field 4

The following prints vertical tabs after every field:

##### $ awk 'BEGIN \

**{ printf "Field 1\vField 2\vField 3\vField 4\n" }'**

Field 1

Field 2

Field 3

Field 4

The following prints a backspace after every field except Field4. This erases the last number in each of the first three fields. For example "Field 1" is displayed as "Field ", because the last character is erased with backspace. However the last field "Field 4" is displayed as it is, as we didn't have a \b after "Field 4".

##### $ awk 'BEGIN \

**{ printf "Field 1\bField 2\bField 3\bField 4\n" }'**

Field Field Field Field 4

In the following example, after printing every field, we do a "Carriage Return" and print the next value on top of the current printed value. This means, in the final output you see is only "Field 4", as it was the last thing to be printed on top of all the previous fields.

##### $ awk 'BEGIN \

**{ printf "Field 1\rField 2\rField 3\rField 4\n" }'**

Field 4

#### Print Uses OFS, ORS Values

When you print multiple values separated by comma using print command (not printf), it uses the OFS and RS built-in variable values to decide how to print the fields.

The following example show how the simple print statement "print

$2,$3" gets affected by using OFS and ORS values.

$ cat print.awk BEGIN {

FS=",";

OFS=":";

ORS="\n--\n";

}

{

print $2,$3

}

$ awk -f print.awk items.txt HD Camcorder:Video

--

Refrigerator:Appliance

--

MP3 Player:Audio

--

Tennis Racket:Sports

--

Laser Printer:Office

--

#### Printf doesn't Use OFS, ORS Values

Printf doesn't use the OFS and ORS values. It uses only what is specified in the "format" field of the printf command as shown in the example below.

$ cat printf1.awk BEGIN {

FS=",";

OFS=":";

ORS="\n--\n";

}

{

printf "%s^^%s\n\n", $2, $3

}

$ awk -f printf1.awk items.txt HD Camcorder^^Video Refrigerator^^Appliance

MP3 Player^^Audio Tennis Racket^^Sports Laser Printer^^Office

#### Printf Format Specifiers

|  |  |
| --- | --- |
| **Format Specifier** | **Description** |
| s | String |
| c | Single Character |
| d | Decimal |
| e | Exponential Floating point |
| f | Fixed Floating point |
| g | Uses either e or f depending on which is smaller for the given input |
| o | Octal |
| x | Hexadecimal |
| % | Prints the percentage symbol |

The following example shows the basic usage of the format specifiers:

$ cat printf-format.awk BEGIN {

printf "s--> %s\n", "String" printf "c--> %c\n", "String" printf "s--> %s\n", 101.23 printf "d--> %d\n", 101.23 printf "e--> %e\n", 101.23 printf "f--> %f\n", 101.23 printf "g--> %g\n", 101.23 printf "o--> %o\n", 0x8 printf "x--> %x\n", 16

printf "percentage--> %%\n", 17

}

$ awk -f printf-format.awk s--> String

c--> S

s--> 101.23

d--> 101

e--> 1.012300e+02 f--> 101.230000

g--> 101.23

o--> 10

x--> 10

percentage--> %

#### Print with Fixed Column Width (Basic)

To create a fixed column width report, you have to specify a number immediately after the % in the format specifier. This number indicates the minimum number of character to be printed. When the input-string is smaller than the specified number, spaces are added to the left to make it fixed width.

The following example displays the basic use of the printf statement with number specified immediately after %

$ cat printf-width.awk BEGIN {

FS=","

printf "%3s\t%10s\t%10s\t%5s\t%3s\n", "Num","Description","Type","Price","Qty"

printf

"-----------------------------------------------------\

n"

}

{

printf "%3d\t%10s\t%10s\t%g\t%d\n", $1,$2,$3,$4,$5

}

$ awk -f printf-width.awk items.txt Num Description Type Price Qty

--------------------------------------------------

1. HD Camcorder Video 210 10
2. Refrigerator Appliance 850 2
3. MP3 Player Audio 270 15
4. Tennis Racket Sports 190 20
5. Laser Printer Office 475 5

Notice that the output is a bit ragged, even though we specified the exact width. That's because the width we specify is actually the *minimum* width, not the absolute size; if the input string has more characters than that, the whole string will be printed. So, you should really pay attention to how many characters you want to print.

If you want to print a fixed column width even when the input string is longer than the number specified, you should use the substr function (or) add a decimal before the number in the format identifier (as explained later).

In the previous example, the second field was wider than the 10 character width specified, so the result was not what was intended.

Spaces are added to the left to print “Good” as a 6 character string:

$awk 'BEGIN { printf "%6s\n", "Good" }' Good

The whole string is printed here even though you specified 6 character width:

$ awk 'BEGIN { printf "%6s\n", "Good Boy!" }' Good Boy!

#### Print with Fixed Width (Left Justified)

When the input-string is less than the number of characters specified, and you would like it to be left justified (by adding spaces to the right), use a minus symbol (-) immediately after the % and before the number.

**"%6s" is right justified as shown below:**

$ awk 'BEGIN { printf "|%6s|\n", "Good" }'

| Good|

**"%-6s" is left justified as shown below:**

$ awk 'BEGIN { printf "|%-6s|\n", "Good" }'

|Good |

#### Print with Dollar Amount

To add a dollar symbol before the price value, just add the dollar symbol before the identifier in the printf as shown below.

$ cat printf-width2.awk BEGIN {

FS=","

printf "%-3s\t%-10s\t%-10s\t%-5s\t%-3s\n", "Num","Description","Type","Price","Qty"

printf

"-----------------------------------------------------\

n"

}

{

printf "%-3d\t%-10s\t%-10s\t$%-.2f\t%-d\n",

$1,$2,$3,$4,$5

}

$ awk -f printf-width2.awk items.txt Num Description Type Price Qty

-------------------------------------------------

1. HD Camcorder Video $210.00 10
2. Refrigerator Appliance $850.00 2
3. MP3 Player Audio $270.00 15
4. Tennis Racket Sports $190.00 20
5. Laser Printer Office $475.00 5

#### Print with Leading Zeros

By default values are right justified with space added to the left

$ awk 'BEGIN { printf "|%5s|\n", "100" }'

| 100|

For right justified with 0's in front of the number (instead of the space), add a zero (0) before the number. i.e. Instead of "%5s", use "%05s" as the format identifier.

$ awk 'BEGIN { printf "|%05s|\n", "100" }'

|00100|

The following example uses the leading zero format identifier for the Qty field.

$ cat printf-width3.awk BEGIN {

FS=","

printf "%-3s\t%-10s\t%-10s\t%-5s\t%-3s\n", "Num","Description","Type","Price","Qty"

printf

"-----------------------------------------------------\

n"

}

{

printf "%-3d\t%-10s\t%-10s\t$%-.2f\t%03d\n",

$1,$2,$3,$4,$5

}

$ awk -f printf-width3.awk items.txt Num Description Type Price Qty

-------------------------------------------------

1. HD Camcorder Video $210.00 010
2. Refrigerator Appliance $850.00 002
3. MP3 Player Audio $270.00 015
4. Tennis Racket Sports $190.00 020
5. Laser Printer Office $475.00 005

#### Print Absolute Fixed Width String Value

As we already shown you, when the input string contains more characters than what is specified in the format specifier it prints the whole thing as shown below.

$ awk 'BEGIN { printf "%6s\n", "Good Boy!" }' Good Boy!

To print maximum of ONLY 6 characters, add a decimal before the number. i.e. Instead of "%6s", give "%.6s", which will print only 6 characters from the input string, even when the input string is longer than that as shown below.

$ awk 'BEGIN { printf "%.6s\n", "Good Boy!" }' Good B

The above doesn't work on all versions of awk. On GAWK 3.1.5 it worked. But on GAWK 3.1.7 it didn't work.

So, the reliable way to print a fixed character might be to use the substr function as shown below.

##### $ awk 'BEGIN \

**{ printf "%6s\n", substr("Good Boy!",1,6) }'**

Good B

#### Dot . Precision

A dot before the number in format identifier indicates the precision.

The following example shows how a dot before a number for the numeric format identifier works. This example shows how the number "101.23" is printed differently when using using .1 and .4 (using d, e, f, and g format specifier).

$ cat dot.awk BEGIN {

print "----Using .1----" printf ".1d--> %.1d\n", 101.23 printf ".1e--> %.1e\n", 101.23 printf ".1f--> %.1f\n", 101.23 printf ".1g--> %.1g\n", 101.23 print "----Using .4----" printf ".4d--> %.4d\n", 101.23 printf ".4e--> %.4e\n", 101.23 printf ".4f--> %.4f\n", 101.23 printf ".4g--> %.4g\n", 101.23

}

$ awk -f dot.awk

----Using .1----

.1d--> 101

.1e--> 1.0e+02

.1f--> 101.2

.1g--> 1e+02

----Using .4----

|  |  |
| --- | --- |
| .4d--> | 0101 |
| .4e--> | 1.0123e+02 |
| .4f--> | 101.2300 |
| .4g--> | 101.2 |

#### Print Report to File

You can redirect the output of a print statement to a specific output file inside the awk script. In the following example the 1st print statement has "> report.txt", which creates the report.txt file and sends the output of the prints statement to it. All the subsequent print statements have ">> report.txt", which appends the output to the existing report.txt file.

$ cat printf-width4.awk BEGIN {

FS=","

printf "%-3s\t%-10s\t%-10s\t%-5s\t%-3s\n", "Num","Description","Type","Price","Qty" > "report.txt"

printf

"-----------------------------------------------------\

n" >> "report.txt"

}

{

if ($5 > 10)

printf "%-3d\t%-10s\t%-10s\t$%-.2f\t%03d\n",

$1,$2,$3,$4,$5 >> "report.txt"

}

$ awk -f printf-width4.awk items.txt

$ cat report.txt

Num Description Type Price Qty

-------------------------------------------------

1. MP3 Player Audio $270.00 015
2. Tennis Racket Sports $190.00 020

The other method is not to specify the "> report.txt" or ">> report.txt" in the print statement. Instead, while executing the awk script, redirect the output to the report.xt as shown below.

$ cat printf-width5.awk BEGIN {

FS=","

printf "%-3s\t%-10s\t%-10s\t%-5s\t%-3s\n", "Num","Description","Type","Price","Qty"

printf

"-----------------------------------------------------\

n"

}

{

if ($5 > 10)

printf "%-3d\t%-10s\t%-10s\t$%-.2f\t%03d\n",

$1,$2,$3,$4,$5

}

$ awk -f printf-width5.awk items.txt > report.txt

$ cat report.txt

Num Description Type Price Qty

-------------------------------------------------

1. MP3 Player Audio $270.00 015
2. Tennis Racket Sports $190.00 020

## Built-in Numeric Functions

Awk has built-in functions for several numeric, string, input, and output operations. We discuss some of them here.

#### Awk int(n) Function

int() function gives you the integer part of the given argument. This produces the lowest integer part of given n. n is any number with or with out floating point. If you give a whole number as an argument, this function returns the same number; for a floating point number, it truncates.

**Init Function Example:**

$ awk 'BEGIN{ print int(3.534); print int(4); print int(-5.223); print int(-5);

}'

The above command produces the following output.

3

4

-5

-5

#### Awk log(n) Function

The log(n) function provides the natural logarithm of given argument

n. The number n must be positive, or an error will be thrown.

**Log Function Example:**

$ awk 'BEGIN{ print log(12); print log(0); print log(1);

print log(-1);

}' 2.48491

-inf 0

nan

In the above output you can identify that log(0) is infinity which was shown as -inf, and log(-1) gives you the error nan (Not a Number).

Note: You might also get the following warning message for the log(- 1): awk: cmd. line:4: warning: log: received negative argument -1

#### Awk sqrt(n) Function

sqrt function gives the positive square root for the given integer n. This function also requires a positive number, and it returns nan error if you give the negative number as an argument.

**Sqrt Function Example:**

$ awk 'BEGIN{ print sqrt(16); print sqrt(0); print sqrt(-12);

}' 4

0

nan

#### Awk exp(n) Function

The exp(n) function provides e to the power of n.

**Exp Function Example:**

$ awk 'BEGIN{

print exp(123434346); print exp(0);

print exp(-12);

}'

inf 1

6.14421e-06

In the above output, for exp(1234346), it gives you the output infinity, because this is out of range.

#### Awk sin(n) Function

The sin(n) function gives the sine of n, with n in radians.

**Sine Function Example:**

$ awk 'BEGIN { print sin(90); print sin(45);

}' 0.893997

0.850904

#### Awk cos(n) Function

The cos(n) returns the cosine of n, with n in radians.

**Cosine Function Example:**

$ awk 'BEGIN { print cos(90); print cos(45);

}'

-0.448074

0.525322

#### Awk atan2(m,n) Function

This function gives you the arc-tangent of m/n in radians.

**Atan2 Function Example:**

$ awk 'BEGIN { print atan2(30,45) }' 0.588003

## Random Number Generator

#### Awk rand() Function

rand() is used to generate a random number between 0 and 1. It never returns 0 or 1, always a value between 0 and 1. Numbers are random within one awk run, but predictable from run to run.

Awk uses an algorithm to generate the random numbers, and since this algorithm is fixed, the numbers are repeatable.

The following example generates 1000 random numbers between 0 and 100, and shows how often each number was generated.

**Generate 1000 random numbers (between 0 and 100):**

$ cat rand.awk BEGIN {

while(i<1000)

{

n = int(rand()\*100); rnd[n]++;

i++;

}

for(i=0;i<=100;i++) {

print i,"Occured", rnd[i], "times";

}

}

$ awk -f rand.awk

0 Occured 6 times

1. Occured 16 times
2. Occured 12 times
3. Occured 6 times
4. Occured 13 times
5. Occured 13 times
6. Occured 8 times
7. Occured 7 times
8. Occured 16 times
9. Occured 9 times
10. Occured 6 times
11. Occured 9 times
12. Occured 17 times
13. Occured 12 times

From the above output, we can see that the rand() function can generate repeatable numbers very often.

#### Awk srand(n) Function

srand(n) is used to initialize the random number generation with a given argument n. Whenever program execution starts, awk starts generating its random numbers from n. If no argument were given, awk would use the time of the day to generate the seed.

**Generate 5 random numbers starting from 5 to 50:**

$ cat srand.awk BEGIN {

# Initialize the seed with 5. srand(5);

# Totally I want to generate 5 numbers. total=5;

#maximum number is 50.

max=50; count=0;

while(count < total) {

rnd = int(rand() \* max); if ( array[rnd] == 0 ) {

count++; array[rnd]++;

}

}

for ( i=5; i<=max; i++) { if ( array[i] )

print i;

}

}

$ awk -f srand.awk 9

15

26

37

39

The above srand.awk does the following:

* + Uses rand() function to generate a random number that is multiplied with the maximum desired value to produce a number < 50.
  + Checks if the generated random number already exists in the array. If it does not exist, it increments the index and loop count. It generates 5 numbers using this logic.
  + Finally in the for loop, it loops from minimum to maximum, and prints each index that contains any value.

## Generic String Functions

Following are the common awk string functions that are available on all flavors of awk.

#### Index Function

The index function can be used to get the index (location) of the given string (or character) in an input string.

In the following example, string "Cali" is located in the string "CA is California" at location number 7.

You can also use index to check whether a given string (or character) is present in an input string. If the given string is not present, it will return the location as 0, which means the given string doesn't exist, as shown below.

$ cat index.awk BEGIN {

state="CA is California"

print "String CA starts at location",index(state,"CA");

print "String Cali starts at location",index(state,"Cali");

if (index(state,"NY")==0)

print "String NY is not found in:", state

}

$ awk -f index.awk

String CA starts at location 1 String Cali starts at location 7

String NY is not found in: CA is California

#### Length Function

The length function returns the length of a string. In the following example, we print the total number of characters in each record of the items.txt file.

$ awk '{print length($0)}' items.txt 29

32

27

31

30

#### Split Function

**Syntax:**

split(input-string,output-array,separator)

This split function splits a string into individual array elements. It takes following three arguments.

* + input-string: This is the input string that needs to be split into multiple strings.
  + output-array: This array will contain the split strings as individual elements.
  + separator: The separator that should be used to split the input-string.

For this example, the original items-sold.txt file is slightly changed to have different field delimiters, i.e. a colon to separate the item number and the quantity sold. Within quantity sold, the individual quantities are separated by comma.

So, in order for us to calculate the total number of items sold for a particular item, we should take the 2nd field (which is all the quantities sold delimited by comma), split them using comma separator and store the substrings in an array, then loop through the array to add the quantities.

$ cat items-sold1.txt 101:2,10,5,8,10,12

102:0,1,4,3,0,2

103:10,6,11,20,5,13

104:2,3,4,0,6,5

105:10,2,5,7,12,6

$ cat split.awk BEGIN {

FS=":"

}

{

split($2,quantity,","); total=0;

for (x in quantity) total=total+quantity[x];

print "Item", $1, ":", total, "quantities sold";

}

$ awk -f split.awk items-sold1.txt Item 101 : 47 quantities sold

Item 102 : 10 quantities sold

Item 103 : 65 quantities sold

Item 104 : 20 quantities sold

Item 105 : 42 quantities sold

#### Substr Function

**Syntax:**

substr(input-string, location, length)

The substr function extracts a portion of a given string. In the above syntax:

* + input-string: The input string containing the substring.
  + location: The starting location of the substring.
  + length: The total number of characters to extract from the starting location. This parameter is optional. When you don't specify it extracts the rest of the characters from the starting location.

The following example starts extracting the string from 5th the character and prints the rest of the line. The 1st 3 characters are the item number, 4th character is the comma delimiter. So, this skips the item number and prints the rest.

$ awk '{print substr($0,5)}' items.txt HD Camcorder,Video,210,10 Refrigerator,Appliance,850,2

MP3 Player,Audio,270,15 Tennis Racket,Sports,190,20 Laser Printer,Office,475,5

**Start from the 1st character (of the 2nd field) and prints 5 characters:**

$ awk -F"," '{print substr($2,1,5)}' items.txt HD Ca

Refri MP3 P

Tenni Laser

## GAWK/NAWK String Functions

These string functions are available only in GAWK and NAWK flavors.

#### Sub Function

**syntax:**

sub(original-string,replacement-string,string-variable)

* + sub stands for substitution.
  + original-string: This is the original string that needs to be replaced. This can also be a regular expression.
  + replacement-string: This is the replacement string.
  + string-variable: This acts as both input and output string variable. You have to be careful with this, as after the successful substitution, you lose the original value in this string-variable.

In the following example:

* + original-string: This is the regular expression C[Aa], which matches either "CA" or "Ca"
  + replacement-string: When the original-string is found, replace it with "KA"
  + string-variable: Before executing the sub, the variable contains the input string. Once the replacement is done, the variable contains the output string.

Please note that sub replaces only the 1st occurrence of the match.

$ cat sub.awk BEGIN {

state="CA is California" sub("C[Aa]","KA",state); print state;

}

$ awk -f sub.awk KA is California

The 3rd parameter string-variable is optional. When it is not specified, awk will use $0 (the current line), as shown below. This example changes the first 2 characters of the record from "10" to "20". So, the item number 101 becomes 201, 102 becomes 202, etc.

$ awk '{ sub("10","20"); print $0; }' items.txt 201,HD Camcorder,Video,210,10 202,Refrigerator,Appliance,850,2

203,MP3 Player,Audio,270,15 204,Tennis Racket,Sports,190,20 205,Laser Printer,Office,475,5

When a successful substitution happens, the sub function returns 1, otherwise it returns 0.

**Print the record only when a successful substitution occurs:**

##### $ awk '{ if (sub("HD","High-Def")) print $0; }' \ items.txt

101,High-Def Camcorder,Video,210,10

#### Gsub Function

gsub stands for global substitution. gsub is exactly same as sub, except that all occurrences of original-string are changed to replacement-string.

**In the following example, both "CA" and "Ca" are changed to "KA":**

$ cat gsub.awk BEGIN {

state="CA is California" gsub("C[Aa]","KA",state); print state;

}

$ awk -f gsub.awk KA is KAlifornia

As with sub, the 3rd parameter is optional. When it is not specified, awk will use $0 as shown below.

The following example replaces all the occurrences of "10" in the line with "20". So, other than changing the item-number, it also changes other numeric fields in the record, if it contains "10".

$ awk '{ gsub("10","20"); print $0; }' items.txt 201,HD Camcorder,Video,220,20

202,Refrigerator,Appliance,850,2 203,MP3 Player,Audio,270,15 204,Tennis Racket,Sports,190,20 205,Laser Printer,Office,475,5

#### Match Function () and RSTART, RLENGTH variables

Match function searches for a given string (or regular expression) in the input-string, and returns a positive value when a successful match occurs.

**Syntax:**

match(input-string,search-string)

* + input-string: This is the input-string that needs to be searched.
  + search-string: This is the search-string, that needs to be search in the input-string. This can also be a regular expression.

The following example searches for the string "Cali" in the state string variable. If present, it prints a successful message.

$ cat match.awk BEGIN {

state="CA is California" if (match(state,"Cali")) {

print substr(state,RSTART,RLENGTH),"is present in:", state;

}

}

$ awk -f match.awk

Cali is present in: CA is California

Match sets the following two special variables. The above example uses these in the substring function call, to print the pattern in the success message.

* + RSTART - The starting location of the search-string
  + RLENGTH - The length of the search-string.

## GAWK String Functions

tolower and toupper are available only in Gawk. As the name suggests the function converts the given string to lower case or upper case as shown below.

$ awk '{print tolower($0)}' items.txt 101,hd camcorder,video,210,10 102,refrigerator,appliance,850,2 103,mp3 player,audio,270,15 104,tennis racket,sports,190,20 105,laser printer,office,475,5

$ awk '{print toupper($0)}' items.txt 101,HD CAMCORDER,VIDEO,210,10

102,REFRIGERATOR,APPLIANCE,850,2

103,MP3 PLAYER,AUDIO,270,15

104,TENNIS RACKET,SPORTS,190,20

105,LASER PRINTER,OFFICE,475,5

## Argument Processing (ARGC, ARGV, ARGIND)

The built-in variables we discussed earlier, FS, NFS, RS, NR, FILENAME, OFS, and ORS, are all available on all versions of awk (including nawk, and gawk).

* + The environment variables discussed in this hack are available only on nawk and gawk.
  + Use ARGC and ARGV to pass some parameters to the awk script from the command line.
  + ARGC contains the total number of arguments passed to the awk script.
  + ARGV is an array contains all the arguments passed to the awk script in the index from 0 through ARGC
  + When you pass 5 arguments, ARGC will contain the value of 6.
  + ARGV[0] will always contain awk.

**The following simple arguments.awk shows how ARGC and ARGV behave:**

$ cat arguments.awk BEGIN {

print "ARGC=",ARGC

for (i = 0; i < ARGC; i++) print ARGV[i]

}

$ awk -f arguments.awk arg1 arg2 arg3 arg4 arg5 ARGC= 6

awk arg1 arg2 arg3 arg4 arg5

In the following example:

* + We are passing parameters to the script in the format "-- paramname paramvalue".
  + The awk script can take item number and the quantity as arguments.
  + if you use "--item 104 --qty 25" as argument to the awk script, it will set quantity as 25 for the item number 104.
  + if you use "--item 105 --qty 3" as argument to the awk script, it will set quantity as 3 for the item number 105.

$ cat argc-argv.awk BEGIN {

FS=",";

OFS=",";

for (i=0; i<ARGC; i++) { if (ARGV[i]=="--item") {

itemnumber=ARGV[i+1]; delete ARGV[i]

i++;

delete ARGV[i]

}else if (ARGV[i]=="--qty") { quantity=ARGV[i+1];

delete ARGV[i] i++;

delete ARGV[i]

}

}

}

{

if ($1==itemnumber)

print $1,$2,$3,$4,quantity else

print $0;

}

$ awk -f argc-argv.awk --item 104 --qty 25 items.txt 101,HD Camcorder,Video,210,10 102,Refrigerator,Appliance,850,2

103,MP3 Player,Audio,270,15 104,Tennis Racket,Sports,190,25 105,Laser Printer,Office,475,5

In gawk the file that is currently getting processed is stored in the ARGV array that is accessed from the body loop. The ARGIND is the index to this ARGV array to retrieve the current file.

When you are processing only one file in an awk script, the ARGIND will be 1, and ARGV[ARGIND] will give the file name that is currently getting processed.

The following example contains only the body block, that prints the value of the ARGIND, and the current file name from the ARGV[ARGIND]

$ cat argind.awk

{

print "ARGIND:", ARGIND

print "Current file:", ARGV[ARGIND]

}

When you call the above example with two files, while processing each and every line of the input-file, it will print the two lines. This just gives you the idea of what is getting stored in the ARGIND and ARGV[ARGIND].

$ awk -f argind.awk items.txt items-sold.txt ARGIND: 1

Current file: items.txt ARGIND: 1

Current file: items.txt ARGIND: 1

Current file: items.txt ARGIND: 1

Current file: items.txt ARGIND: 1

Current file: items.txt ARGIND: 2

Current file: items-sold.txt

ARGIND: 2

Current file: items-sold.txt ARGIND: 2

Current file: items-sold.txt ARGIND: 2

Current file: items-sold.txt ARGIND: 2

Current file: items-sold.txt

## OFMT

The OFMT built-in variable is available only in NAWK and GAWK.

When a number is converted to a string for printing, awk uses the OFMT format to decide how to print the values. The default value is "%.6g", which will print a total of 6 characters including both sides of the dot in a number.

When using g, you have to count all the characters on both sides of the dot. For example, "%.4g" means total of 4 characters will be printed including characters on both sides of the dot.

When using f, you are counting ONLY the characters on the right side of the dot. For example, "%.4f" means 4 characters will be printed on the right side of the dot. The total number of characters on the left side of the dot doesn't matter here.

The following ofmt.awk example shows how the output will be printed when using various OFMT values (for both g and f).

$ cat ofmt.awk BEGIN {

total=143.123456789;

print "---using g----"

print "Default OFMT:", total; OFMT="%.3g";

print "%.3g OFMT:", total; OFMT="%.4g";

print "%.4g OFMT:", total; OFMT="%.5g";

print "%.5g OFMT:", total; OFMT="%.6g";

print "%.6g OFMT:", total; print "---using f----" OFMT="%.0f";

print "%.0f OFMT:", total; OFMT="%.1f";

print "%.1f OFMT:", total; OFMT="%.2f";

print "%.2f OFMT:", total; OFMT="%.3f";

print "%.3f OFMT:", total;

}

$ awk -f ofmt.awk

---using g----

|  |  |  |
| --- | --- | --- |
| Default OFMT: 143.123 | | |
| %.3g | OFMT: | 143 |
| %.4g | OFMT: | 143.1 |
| %.5g | OFMT: | 143.12 |
| %.6g | OFMT: | 143.123 |
| ---using f---- | | |
| %.0f | OFMT: | 143 |
| %.1f | OFMT: | 143.1 |
| %.2f | OFMT: | 143.12 |
| %.3f | OFMT: | 143.123 |

## GAWK Built-in Environment Variables

The built-in variables discussed in this section are available only in GAWK.

#### ENVIRON

This is very helpful when you want to access the shell environment variable in your awk script. ENVIRON is an array that contains all the environment values. The index to the ENVIRON array is the environment variable name.

For example, the array element ENVIRON["PATH"] will contain the value of the PATH environment variable.

The following example prints all the available environment variables and their values.

$ cat environ.awk BEGIN {

OFS="="

for(x in ENVIRON) print x,ENVIRON[x];

}

Partial output is shown below.

$ awk -f environ.awk SHELL=/bin/bash

PATH=/home/ramesh/bin:/usr/local/sbin:/usr/local/bin:/u sr/sbin:/usr/bin:/sbin:/bin:/usr/games

HOME=/home/ramesh TERM=xterm USERNAME=ramesh DISPLAY=:0.0

AWKPATH=.:/usr/share/awk

#### IGNORECASE

By default IGNORECASE is set to 0. So, the awk program is case sensitive.

When you set IGNORECASE to 1, the awk program becomes case insensitive. This will affect regular expression and string comparisons.

The following will not print anything, as it is looking for "video" with lower case "v". But, the items.txt file contains only "Video" with upper case "V".

awk '/video/ {print}' items.txt

However when you set IGNORECASE to 1, and search for "video", it will print the line containing "Video", as it will not do a case sensitive pattern match.

$ awk 'BEGIN{IGNORECASE=1} /video/ {print}' items.txt 101,HD Camcorder,Video,210,10

As you see in the example below, this works for both string and regular expression comparisons.

$ cat ignorecase.awk BEGIN {

FS=","; IGNORECASE=1;

}

{

if ($3 == "video") print $0; if ($2 ~ "TENNIS") print $0;

}

$ awk -f ignorecase.awk items.txt 101,HD Camcorder,Video,210,10 104,Tennis Racket,Sports,190,20

#### ERRNO

When there is an error while using I/O operations (for example: getline), the ERRNO variable will contain the corresponding error message.

The following example is trying to read a file that doesn't exist using getline. In this case the ERRNO variable will contain "No such file or directory" message.

$ vi errno.awk

{

print $0;

x = getline < "dummy-file.txt" if ( x == -1 )

print ERRNO else

print $0;

}

$ awk -f errno.awk items.txt 101,HD Camcorder,Video,210,10 No such file or directory 102,Refrigerator,Appliance,850,2 No such file or directory 103,MP3 Player,Audio,270,15

No such file or directory 104,Tennis Racket,Sports,190,20 No such file or directory 105,Laser Printer,Office,475,5 No such file or directory

## Awk Profiler - pgawk

The pgawk program is used to create an execution profile of your awk program. Using pgawk you can view how many time each awk statement (and custom user defined functions) were executed.

First, create a sample awk program that we'll run through the pgawk to see how the profiler output looks like.

$ cat profiler.awk BEGIN {

FS=",";

print "Report Generated On:" strftime("%a %b %d %H:%M:

%S %Z %Y",systime());

}

{

if ( $5 <= 5 )

print "Buy More: Order", $2, "immediately!" else

print "Sell More: Give discount on", $2, "immediately!"

}

END {

print "----"

}

Next, execute the sample awk program using pgawk (instead of just calling awk).

$ pgawk -f profiler.awk items.txt

Report Generated On:Mon Jan 31 08:35:59 PST 2011 Sell More: Give discount on HD Camcorder immediately! Buy More: Order Refrigerator immediately!

Sell More: Give discount on MP3 Player immediately! Sell More: Give discount on Tennis Racket immediately! Buy More: Order Laser Printer immediately!

----

By default pgawk creates a file called profiler.out (or awkprof.out). You can specify your own profiler output file name using --profiler option as shown below.

$ pgawk --profile=myprofiler.out -f profiler.awk items.txt

View the default awkprof.out to understand the execution counts of the individual awk statements.

$ cat awkprof.out

# gawk profile, created Mon Jan 31 08:35:59 2011

# BEGIN block(s) BEGIN {

1 FS = ","

1. print ("Report Generated On:" strftime("%a %b

%d %H:%M:%S %Z %Y", systime()))

}

# Rule(s) 5 {

5 if ($5 <= 5) { # 2

1. print "Buy More: Order", $2, "immediately!"
2. } else {

3 print "Sell More: Give discount on", $2, "immediately!"

}

}

# END block(s) END {

1 print "----"

}

While reading the awkprof.out, please keep the following in mind:

* + The column on the left contains a number. This indicates how many times that particular awk command has executed. For example, the print statement in begin executed only once (duh!). The while lop executed 6 times.
  + For any condition checking, one on the left side, another on the right side after the parenthesis. The left side indicates how many times the pattern was checked. The right side indicate how many times it was successful. In the above example, if was executed 5 times, but it was successful 2 times as indicated by ( # 2 ) next to the if statement.

## Bit Manipulation

Just like C, awk can manipulate bits. You might not need this on your day to day awk programming. But, this goes to show how much you can do with the awk program.

Following table shows the single digit decimal number and its binary equivalent.

|  |  |
| --- | --- |
| **Decimal** | **Binary** |
| 2 | 10 |
| 3 | 11 |
| 4 | 100 |
| 5 | 101 |
| 6 | 110 |
| 7 | 111 |
| 8 | 1000 |
| 9 | 1001 |

#### AND

For an AND output to be 1, both the bits should be 1.

• 0 and 0 = 0

• 0 and 1 = 0

• 1 and 0 = 0

• 1 and 1 = 1

For example, let us do AND between the decimal 15 and 25. The and output of 15 and 25 is binary 01001, which is decimal 9.

• 15 = 01111

• 25 = 11001

• 15 and 25 = 01001

#### OR

For an OR output to be 1, either one of the bits should be 1.

• 0 or 0 = 0

• 0 or 1 = 1

• 1 or 0 = 1

• 1 or 1 = 1

For example, let us do OR between the decimal 15 and 25. The or output of 15 and 25 is binary 11111, which is decimal 31.

• 15 = 01111

• 25 = 11001

• 15 or 25 = 11111

#### XOR

For XOR output to be 1, only one of the bits should be 1. When both the bits are 1, xor will return 0.

• 0 xor 0 = 0

• 0 xor 1 = 1

• 1 xor 0 = 1

• 1 xor 1 = 0

For example, let us do XOR between the decimal 15 and 25. The xor output of 15 and 25 is binary 10110, which is decimal 22.

• 15 = 01111

• 25 = 11001

• 15 xor 25 = 10110

#### Complement

Complement Makes 0 as 1, and 1 as 0.

For example, let us complement decimal 15.

• 15 = 01111

• 15 compl = 10000

#### Left Shift

This function shifts the bits to the left side; you can specify how many times it should do the shift. 0s are shifted in from the right side.

For example, let us left shift (two times) decimal 15. The lshift twice output of 15 is binary 111100, which is decimal 60.

• 15 = 1111

* + lshift twice = 111100

#### Right Shift

This function shifts the bits to the right side; you can specify how many times it should do the shift. 0s are shifted in from the left side.

For example, let us right shift (two times) decimal 15. The lshift twice output of 15 is binary 0011, which is decimal 3.

• 15 = 1111

* + lshift twice = 0011

#### Awk Example using Bit Functions

$ cat bits.awk BEGIN {

number1=15 number2=25

print "AND: " and(number1,number2); print "OR: " or(number1,number2) print "XOR: " xor(number1,number2) print "LSHIFT: " lshift(number1,2) print "RSHIFT: " rshift(number1,2)

}

$ awk -f bits.awk AND: 9

OR: 31

XOR: 22

LSHIFT: 60

RSHIFT: 3

## User Defined Functions

Awk allows you to define user defined functions. This is extremely helpful when you are writing a lot of awk code and end-up repeating certain pieces of code every time. Those pieces could be fit into a user defined function.

**Syntax:**

function fn-name(parameters)

{

function-body

}

In the above syntax:

* + fn-name is the function name: Just like an awk variable, an awk user defined function name should begin with a letter. The rest of the characters can be numbers, or alphabetic characters, or underscore. Keywords cannot be used as function name.
  + parameters: Multiple parameters are separated by comma. You can also create a user defined function without any parameter.
  + function-body: One or more awk statements.

If you've already used a name for a variable inside the awk program, you cannot use the same name for your user defined function.

The following example creates a simple user defined function called discount that gives a discount in the prices for the specified percentage. For example, discount(10) gives 10% discount on the price.

For any items where the quantity is <= 10, it gives 10% discount, otherwise it gives 50% discount.

$ cat function.awk BEGIN {

FS=","

OFS=","

}

{

if ($5 <= 10)

print $1,$2,$3,discount(10),$5 else

print $1,$2,$3,discount(50),$5

}

function discount(percentage)

{

return $4 - ($4\*percentage/100)

}

$ awk -f function.awk items.txt 101,HD Camcorder,Video,189,10 102,Refrigerator,Appliance,765,2 103,MP3 Player,Audio,135,15 104,Tennis Racket,Sports,95,20 105,Laser Printer,Office,427.5,5

Another good use of creating a custom function is to print debug messages.

**Following is a simple mydebug function:**

$ cat function-debug.awk

{

i=2; total=0; while (i <= NF) {

mydebug("quantity is " $i); total = total + $i;

i++;

}

print "Item", $1, ":", total, "quantities sold";

}

function mydebug ( message ) { printf("DEBUG[%d]>%s\n", NR, message )

}

Partial output is shown below.

$ awk -f function-debug.awk items-sold.txt DEBUG[1]>quantity is 2

DEBUG[1]>quantity is 10

DEBUG[1]>quantity is 5

DEBUG[1]>quantity is 8

DEBUG[1]>quantity is 10

DEBUG[1]>quantity is 12

Item 101 : 47 quantities sold

DEBUG[2]>quantity is 0

DEBUG[2]>quantity is 1

DEBUG[2]>quantity is 4

DEBUG[2]>quantity is 3

DEBUG[2]>quantity is 0

DEBUG[2]>quantity is 2

Item 102 : 10 quantities sold

## Language Independent Output (Internationalization)

When you write an awk script to print a report, you might specify the report header and footer information using the print command. You might define the header and footer static values in English. What if you want to execute the report output for some other language? You might end-up copying this awk script to another awk script and modify all the print statements to have the static values displayed in appropriate values.

Probably an easier way is to use internationalization where you can use the same awk script, but change the static values of the output during run time.

This technique is also helpful when you have a huge program, but you end-up changing the printed static output frequently for some reason. Or you might want the users to customize the awk output by changing the static displayed text to something of their own.

This simple example shows the 4 high level steps to implement internalization in awk.

#### Step 1 - Create text domain

Create a text domain and bind it to the directory where the awk program should look for the text domain. In this example it is set to the current directory.

$ cat iteminfo.awk BEGIN {

FS=","

TEXTDOMAIN = "item"

bindtextdomain(".")

print \_"START\_TIME:" strftime("%a %b %d %H:%M:%S %Z

%Y",systime());

printf "%-3s\t", \_"Num";

printf "%-10s\t", \_"Description" printf "%-10s\t", \_"Type"

printf "%-5s\t", \_"Price" printf "%-3s\n", \_"Qty"

printf

\_"-----------------------------------------------------

\n"

}

{

printf "%-3d\t%-10s\t%-10s\t$%-.2f\t%03d\n",

$1,$2,$3,$4,$5

}

Note: The above example has \_ in front of all the strings that are allowed to be customized. Having \_ (underscore) in front of a string doesn't change the way how it is printed, i.e. it will print without any issues as shown below.

$ awk -f iteminfo.awk items.txt START\_TIME:Sat Mar 05 09:15:13 PST 2011

Num Description Type Price Qty

-----------------------------------------------------

1. HD Camcorder Video $210.00 010
2. Refrigerator Appliance $850.00 002
3. MP3 Player Audio $270.00 015

|  |  |  |
| --- | --- | --- |
| 104 | Tennis Racket Sports | $190.00 020 |
| 105 | Laser Printer Office | $475.00 005 |

#### Step 2: Generate .po

Generate portable object file (extension .po) as shown below. Please note that instead of --gen-po, you can also use "-W gen-po"

$ gawk --gen-po -f iteminfo.awk > iteminfo.po

$ cat iteminfo.po

#: iteminfo.awk:5 msgid "START\_TIME:" msgstr ""

#: iteminfo.awk:6 msgid "Num" msgstr ""

#: iteminfo.awk:7 msgid "Description" msgstr ""

#: iteminfo.awk:8 msgid "Type" msgstr ""

#: iteminfo.awk:9 msgid "Price" msgstr ""

#: iteminfo.awk:10 msgid "Qty" msgstr ""

#: iteminfo.awk:11

msgid

"-----------------------------------------------------\

n" ""

msgstr ""

Now, modify this portable object file and change the message string accordingly. For example, if you want to call "Report Generated on:" (Instead of the "START\_TIME:"), edit the iteminfo.po file and change the msgstr right below the msgid for "START\_TIME:"

$ cat iteminfo.po

#: iteminfo.awk:5 msgid "START\_TIME:"

msgstr "Report Generated On:"

Note: In this example, the rest of the msgstr strings are left empty.

#### Step 3: Create message object

Create message Object file (from the portable object file) using msgfmt command.

If the iteminfo.po has all the msgstr empty, it will not produce any message object file, as shown below.

$ msgfmt -v iteminfo.po

0 translated messages, 7 untranslated messages.

Since we created one message translation, it will create the messages.mo file.

$ msgfmt -v iteminfo.po

1 translated message, 6 untranslated messages.

$ ls -1 messages.mo messages.mo

Copy this message object file to the message directory that you should create under current directory.

$ mkdir -p en\_US/LC\_MESSAGES

$ mv messages.mo en\_US/LC\_MESSAGES/item.mo

Note: The destination file name should match the name we gave in the TEXTDOMAIN variable of the original awk file. TEXTDOMAIN = "item"

#### Step 4: Verify the message

Now you see that it doesn't display "START TIME:" anymore. It should the translated string "Report Generated On:" in the output.

$ gawk -f iteminfo.awk items.txt

Report Generated On:Sat Mar 05 09:19:19 PST 2011 Num Description Type Price Qty

-----------------------------------------------------

1. HD Camcorder Video $210.00 010
2. Refrigerator Appliance $850.00 002
3. MP3 Player Audio $270.00 015

|  |  |  |
| --- | --- | --- |
| 104 | Tennis Racket Sports | $190.00 020 |
| 105 | Laser Printer Office | $475.00 005 |

## Two Way Communication

Awk can communication to an external process using "|&", which is two way communication.

The following simple sed example substitutes the word "Awk" with "Sed and Awk".

$ echo "Awk is great" | sed 's/Awk/Sed and Awk/' Sed and Awk is great

To understand how the two way communication from Awk works, the following awk script simulates the above simple example using "|&"

$ cat two-way.awk BEGIN {

command = "sed 's/Awk/Sed and Awk/'" print "Awk is Great!" |& command close(command,"to");

command |& getline tmp print tmp; close(command);

}

$ awk -f two-way.awk Sed and Awk is Great!

In the above example:

* + command = "sed 's/Awk/Sed and Awk/'" -- This is the command to which we are going to establish the two way communication from awk. This is a simple sed substitute command, that will replace "Awk" with "Sed and Awk".
  + print "Awk is Great!" |& command -- The input to the command. i.e. The input to the sed substitute command is "Awk is Great!". The "|&" indicates that it is a two way communication. The input to the command on the right side to the "|&" comes from the left side.
  + close(command,"to") - Once the process is executed, you should close the "to" process.
  + command |& getline tmp - Now that the process is completed, it is time to get the output of the process using the getline. The output of the previously executed command will now be stored in the variable "tmp".
  + print tmp - This prints the output.
  + close(command) - Finally, close the command.

Two way communication can come-in handy when you rely heavily on output from external programs.

## System Function

You can use the system built-in function to execute system commands. Please note that there is a difference between two way communication and system command.

In "|&", you can pass the output of any awk command as input to an external command, and you can receive the output from the external command in your awk program (basically it is two way communication).

Using the system command, you can pass any string as a parameter, which will get executed exactly as given in the OS command line, and the output will be returned (which is not same as the two way communication).

The following are some simple examples of calling pwd and date command from awk:

$ awk 'BEGIN { system("pwd") }'

/home/ramesh

$ awk 'BEGIN { system("date") }' Sat Mar 5 09:19:47 PST 2011

When you are executing a long awk program, you might want it to send an email when the program starts and when it ends. The following example shows how you can use system command in the BEGIN and END block to send you an email when it starts and completes.

$ cat system.awk BEGIN {

system("echo 'Started' | mail -s 'Program system.awk started..' [ramesh@thegeekstuff.com");](mailto:ramesh@thegeekstuff.com)

}

{

split($2,quantity,",");

total=0;

for (x in quantity) total=total+quantity[x];

print "Item", $1, ":", total, "quantities sold";

}

END {

system("echo 'Completed' | mail -s 'Program system.awk completed..' [ramesh@thegeekstuff.com");](mailto:ramesh@thegeekstuff.com)

}

$ awk -f system.awk items-sold.txt Item 101 : 2 quantities sold

Item 102 : 0 quantities sold

Item 103 : 10 quantities sold

Item 104 : 2 quantities sold

Item 105 : 10 quantities sold

## Timestamp Functions

These are available only in GAWK.

As you see from the example below, systime() returns the time in POSIX epoch time, i.e. the number of seconds elapsed since January 1, 1970.

$ awk 'BEGIN { print systime() }' 1299345651

The systime function becomes more useful when you use the strftime function to convert the epoch time to a readable format.

The following example displays the current timestamp in a readable format using systime and strftime function.

$ awk 'BEGIN { print strftime("%c",systime()) }'

Sat 05 Mar 2011 09:21:10 AM PST

The following awk script shows various possible date formats.

$ cat strftime.awk BEGIN {

print "--- basic formats --"

print strftime("Format 1: %m/%d/%Y %H:%M:

%S",systime())

print strftime("Format 2: %m/%d/%y %I:%M:%S

%p",systime())

print strftime("Format 3: %m-%b-%Y %H:%M:

%S",systime())

print strftime("Format 4: %m-%b-%Y %H:%M:%S

%Z",systime())

print strftime("Format 5: %a %b %d %H:%M:%S %Z

%Y",systime())

print strftime("Format 6: %A %B %d %H:%M:%S %Z

%Y",systime())

print "--- quick formats --"

print strftime("Format 7: %c",systime()) print strftime("Format 8: %D",systime()) print strftime("Format 8: %F",systime()) print strftime("Format 9: %T",systime()) print strftime("Format 10: %x",systime()) print strftime("Format 11: %X",systime()) print "--- single line format with %t--" print strftime("%Y %t%B %t%d",systime()) print "--- multi line format with %n --" print strftime("%Y%n%B%n%d",systime())

}

$ awk -f strftime.awk

--- basic formats --

Format 1: 03/05/2011 09:26:03

Format 2: 03/05/11 09:26:03 AM

Format 3: 03-Mar-2011 09:26:03

Format 4: 03-Mar-2011 09:26:03 PST

Format 5: Sat Mar 05 09:26:03 PST 2011

Format 6: Saturday March 05 09:26:03 PST 2011

--- quick formats --

Format 7: Sat 05 Mar 2011 09:26:03 AM PST

Format 8: 03/05/11

Format 8: 2011-03-05

Format 9: 09:26:03

Format 10: 03/05/2011

Format 11: 09:26:03 AM

--- single line format with %t-- 2011 March 05

--- multi line format with %n -- 2011

March 05

Following are the various time format identifiers you can use in the strftime function. Please note that all the abbreviations shown below depend on your locale setting. These examples are shown for English (en).

#### Basic Time Formats:

|  |  |
| --- | --- |
| **Format Identifier** | **Description** |
| %m | Month in two number format. January is shown as 01 |
| %b | Month abbreviated. January is shown as Jan |
| %B | Month displayed fully. January is shown as January. |
| %d | Day in two number format. 4th of the month is shown as 04. |

|  |  |
| --- | --- |
| %Y | Year in four number format. For example: 2011 |
| %y | Year in two number format. 2011 is shown as 11. |
| %H | Hour in 24 hour format. 1 p.m is shown as 13 |
| %I | Hour in 12 hour format. 1 p.m is shown as 01. |
| %p | Displays AM or PM. Use this along with %I 12 hour format. |
| %M | Minute in two character format. 9 minute is shown as 09. |
| %S | Seconds in two character format. 5 seconds is shown as 05 |
| %a | Day of the week shown in three character format. Monday is shown as Mon. |
| %A | Day of the week shown fully. Monday is shown as Monday. |
| %Z | Time zone. Pacific standard time is shown as PST. |
| %n | Displays a new line character |
| %t | Displays a tab character |

**Quick Time Formats:**

|  |  |
| --- | --- |
| **Format Identifier** | **Description** |
| %c | Displays the date in current locale full format. For example: Fri 11 Feb 2011 02:45:03 AM PST |
| %D | Quick date format. Same as %m/%d/%y |
| %F | Quick date format. Same as %Y-%m-%d |
| %T | Quick time format. Same as %H:%M:%S |
| %x | Date format based on your locale. |
| %X | Time format based on your locale. |

## getline Command

As you already know, the body block of an awk script gets executed once for every line in the input file. You don't have any control over it, as awk does it automatically.

However using the getline command, you can control the reading of lines from the input-file (or from some other file). Note that after getline is executed, the awk script sets the value of NF, NR, FNR, and

$0 built-in variables appropriately.

#### Simple getline

$ awk -F"," '{getline; print $0;}' items.txt 102,Refrigerator,Appliance,850,2

104,Tennis Racket,Sports,190,20 105,Laser Printer,Office,475,5

When you just specify getline in the body block, awk reads the next line from the input-file. In this example, the 1st statement in the body block is getline. So, even though awk already read the 1st line from the input-file, getline reads the next line, as we are explicitly requesting the next line from the input-file. So, executing 'print $0' after getline makes awk print the 2nd line.

Here is how it works:

* + At the beginning of the body block, before executing any statement, awk reads the 1st line of the items.txt and stores it in $0
  + getline - we are forcing awk to read the next line from the input file and store it in the built-in $0 variable.
  + print $0 - since the 2nd line is read into $0, print $0 will print the 2nd line (And not the 1st line).
  + The body block continues in the same way for rest of the lines in the items.txt and prints only the even numbered lines.

#### getline to a variable

You can also get the next line from the input file into a variable (instead of reading it to $0).

**The following example prints only the odd numbered lines.**

$ awk -F"," '{getline tmp; print $0;}' items.txt 101,HD Camcorder,Video,210,10

103,MP3 Player,Audio,270,15 105,Laser Printer,Office,475,5

Here is how it works:

* + At the beginning of the body block, before executing any statement, awk reads the 1st line of the items.txt and stores it in $0
  + getline tmp - We are forcing awk to read the next line from the input file and store it in the tmp variable.
  + print $0 - $0 still contains the 1st line, as "getline tmp" didn't overwrite the value of $0. So, print $0 will print the 1st line (and not the 2nd line).
  + The body block continues in the same way for rest of the lines in the items.txt and prints only the odd numbered lines.

The following example prints both $0 and tmp. As you see below, $0 contains the odd numbered lines and tmp contains the even numbered lines.

$ awk -F"," '{getline tmp; print "$0->", $0; print "tmp->", tmp;}' items.txt

$0-> 101,HD Camcorder,Video,210,10 tmp-> 102,Refrigerator,Appliance,850,2

$0-> 103,MP3 Player,Audio,270,15

tmp-> 104,Tennis Racket,Sports,190,20

$0-> 105,Laser Printer,Office,475,5 tmp-> 104,Tennis Racket,Sports,190,20

#### getline from a different file

The previous two examples read the line from the given input-file itself. Using getline you can also read lines from a different file (than the current input-file) as shown below.

Switch back and forth between two files, printing lines from each.

$ awk -F"," '{print $0; getline < "items-sold.txt"; print $0;}' items.txt

101,HD Camcorder,Video,210,10 101 2 10 5 8 10 12

102,Refrigerator,Appliance,850,2 102 0 1 4 3 0 2

103,MP3 Player,Audio,270,15 103 10 6 11 20 5 13

104,Tennis Racket,Sports,190,20 104 2 3 4 0 6 5

105,Laser Printer,Office,475,5 105 10 2 5 7 12 6

Here is how it works:

* + At the beginning of the body block, before executing any statement, awk reads the 1st line of items.txt and stores it in

$0

* + print $0 - Prints the 1st line from items.txt
  + getline < "items-sold.txt" - Reads the 1st line from items- sold.txt and stores it in $0.
  + print $0 - Prints the 1st line from items-sold.txt (not from items.txt)
  + The body block continues in the same way for the rest of the lines in items.txt and items-sold.txt

#### getline from a different file to a variable

Rather than reading both files into $0, you can also use the "getline var" format to read lines from a different file into a variable.

Switch back and forth between two files, printing lines from each (using tmp var).

$ awk -F"," '{print $0; getline tmp < "items-sold.txt"; print tmp;}' items.txt

101,HD Camcorder,Video,210,10 101 2 10 5 8 10 12

102,Refrigerator,Appliance,850,2 102 0 1 4 3 0 2

103,MP3 Player,Audio,270,15 103 10 6 11 20 5 13

104,Tennis Racket,Sports,190,20 104 2 3 4 0 6 5

105,Laser Printer,Office,475,5 105 10 2 5 7 12 6

This is identical to the previous example except that it stores the lines from the second file in the variable tmp.

#### getline to execute external command

You can also use getline to execute a UNIX command and get its output.

The following example gets the output of the date command and prints it. Please note that you should also close the command that you just executed as shown below. The output of the date command is stored in the $0 variable.

Use this method to print timestamp on your report's header or footer.

$ cat getline1.awk BEGIN {

FS=",";

"date" | getline close("date")

print "Timestamp:" $0

}

{

if ( $5 <= 5 )

print "Buy More: Order", $2, "immediately!" else

print "Sell More: Give discount on", $2, "immediately!"

}

$ awk -f getline1.awk items.txt Timestamp:Sat Mar 5 09:29:22 PST 2011

Sell More: Give discount on HD Camcorder immediately! Buy More: Order Refrigerator immediately!

Sell More: Give discount on MP3 Player immediately! Sell More: Give discount on Tennis Racket immediately! Buy More: Order Laser Printer immediately!

Instead of storing the output in the $0 variable, you can also store it in any awk variable (for example: timestamp) as shown below.

$ cat getline2.awk BEGIN {

FS=",";

"date" | getline timestamp close("date")

print "Timestamp:" timestamp

}

{

if ( $5 <= 5 )

print "Buy More: Order", $2, "immediately!" else

print "Sell More: Give discount on", $2, "immediately!"

}

$ awk -f getline2.awk items.txt Timestamp:Sat Mar 5 09:38:22 PST 2011

Sell More: Give discount on HD Camcorder immediately! Buy More: Order Refrigerator immediately!

Sell More: Give discount on MP3 Player immediately! Sell More: Give discount on Tennis Racket immediately! Buy More: Order Laser Printer immediately!
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